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Abstract

Bosch SensorTec develops microelectromechanical system (MEMS) sensors and
related software for many uses. The thesis investigates and develops a test au-
tomation solution for a mobile application that interacts with one such sensor. It
is focused on the current state of testing and concerns regarding the implemen-
tation of an appropriate solution, and, in particular, the return on investment
and the possible maintenance of the solution. This was carried out using the de-
sign science paradigm. The results include a list of requirements for the solution
itself, as well as a working implementation that is integrated into the current
development environment. The maintenance is presented via measurements of
executions on several versions of the application as well as how the solution will
handle different types of test cases available. The return on investment is defined
for the particular project and is shown to be feasible both through improvements
in the execution time and the possibility of integration within the current devel-
opment pipeline as well as enabling the testing team to focus on system testing
and other tasks.
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Chapter 1

Introduction

Software engineering is a discipline that involves collaborative work on large projects, where
the customer or end-user expects a product with no or few bugs. However, the code must
be tested to ensure that the product works as intended and follows the agreed-upon require-
ments.

Testing is a strenuous task that requires both time and resources from the project. The
testing can be automated in some way to reduce this cost and the overall cost of develop-
ment. However, this is not feasible for all projects or products, depending on the item to be
tested and the current testing regime. An automated solution grants the additional boons of
increased quality during development, and the developers’ increased confidence in the code.
Test automation has become a staple in software engineering, not the least because of contin-
uous integration and continuous deployment. CI/CD is a paradigm that aims to automate as
many things as possible and keep them in a readily available pipeline, to reduce development
costs and time to release.

However, implementing test automation in a project is challenging in itself. This includes
the possibility of a return on investment, as well as the maintenance of the automated solution
between new releases or with added functionality.

1.1 Problem description

1.1.1 Case company
Bosch SensorTec in Lund is developing solutions around their MEMS (microelectromechani-
cal) devices, including accelerometers, gyroscopes, magnetometers, and pressure sensors. Ap-
plication areas include e-bikes and fitness tracking. Those solutions are complete systems
with embedded software, intelligent algorithms, and visualization layers such as Android ap-
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1. Introduction

plications.

No automated testing is implemented in one of the currently active projects at Bosch
SensorTec. The end product is a fitness tracking system consisting of an Android applica-
tion paired with one or more MEM sensors connected via Bluetooth. The scope of their
project has grown larger than expected because of customer needs and desires, and with it,
the verification and testing have become cumbersome. As of today, they rely solely on manual
testing. A future goal for Bosch is to connect the possible solution together with a Bluetooth
injection, to reduce the amount of fitness exercises to be carried out by the testers as well
as and overall testing time. This means emulating Bluetooth data instead of relying on the
sensor itself for said data input. The Bluetooth injection is not finished and is out of scope
for this thesis.

The primary scope of this thesis is to investigate, implement, and evaluate a test automa-
tion solution for the team at Bosch. This solution should provide the benefits of lessening the
load on the testers and other team members while providing increased software reliability,
and greater confidence in the code, among others. Furthermore, the solution needs to be
developed in a way so that it can be connected to the ecosystem available at Bosch and, in
the future, be part of a CI/CD pipeline.

1.1.2 Problem instance
The project within which the solution will be implemented is mature, and no test automa-
tion has been planned for it before this thesis. The application developed by the project is in
a working state and has updates regularly. The ultimate goal is to develop a test automation
solution for the project, that in particular, considers maintenance, return on investment, and
scalability.

These concerns result in the following focus areas and research questions:

RQ1: What is the current state of testing at Bosch SensorTec, and what are their con-
cerns regarding the testing and a possible upcoming solution?

RQ2: What are the main functionalities and requirements of a potential solution?

RQ3: How can return on investment be defined and achieved in a solution?

RQ4: How can maintenance be defined and addressed in a solution?
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Chapter 2

Background

This chapter aims to provide a top-down summary of software testing and go into specifics
for automated testing, mobile application testing, and GUI testing.

2.1 Software testing
Software testing is an essential part of software engineering. It ensures that the system works
as intended, with a basis on the requirements. This is not only important to users as they in-
teract with a well-made product, but it provides quality assurance to the development team.
However, it is a costly endeavor, in time, effort, and turn financially.

There are several ways of conducting development in a software project. The two most
common models are the so-called waterfall and the agile software development. Waterfall is
a sequential model where each phase depends on the completion of the phase before it. Here
testing is its own separate phase and is carried out well into the project, towards the end. [22]
One of the main issues with the waterfall model is that it can lead to unpredictable software
quality, due to late testing [27]. The agile methodology, which companies and the software
engineering community have gravitated towards over the last 20 years, is an iterative scheme
where testing is carried out several times during the project’s lifetime. If strictly following
the agile methodology found in the Agile manifesto by Beck et al. [2], testing is built into
the code via test-driven development and as such, precedes any coding. The goal is that all
written code should be testable.

There are two primary types of testing, black box, and white box. White box testing is
when the person in charge of testing has access to the inner workings and complex knowledge
of the SUT (System under test), thus giving the possibility of testing the internal structure
and workings of the system. On the other hand, black-box testing is akin to what the user
would experience and tests the system itself and its responses to input. The tester does not
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2. Background

have access to anything except the SUT through the medium of interaction.

Below are some of the more common methods and terms in software testing, and in this
thesis.

Unit testing
In unit testing, you test each program unit (method, functions, classes, etc.) to ensure
the correct behavior of even the most basic parts of the program. Following the Agile
methodology, one should develop code using TDD - test-driven development. In TDD,
you write the unit tests themselves before you write the code that the tests will examine.

Integration testing
In integration testing, all the units created are used to form larger, more cohesive pro-
gram blocks. After they have been assembled, the bonds of these units are being tested.

System testing
After integration testing, when you have created a somewhat stable system, this needs
to be tested as well. System testing contains many tasks and is rigorous so as to find as
many bugs as possible. This is often carried out close to a deadline, as a whole, working
system is required before system testing can commence.

Acceptance testing
Acceptance testing happens when the customer or other stakeholder receives the project
and tests it to ensure it follows all the requirements set at the beginning of the endeavor.
This measures the quality of the product instead of looking for defects, as this is done
in system testing [21].

Smoke testing
Smoke testing is a quick system test over the main features to ensure they work as in-
tended. Making sure the SUT does not "smoke" (term originally from electrical hard-
ware) when turned on.

Exploratory testing
In exploratory testing, the tester is exploring the application and can often reach states
not interacted with by tests by following routes that are not expected.

Regression testing
Regression testing does not create any new tests; it does, however, use the ones already
implemented. These chosen test cases are run regressively to ensure that nothing breaks
when a new feature or version of the software is released. This can be done manually,
but as it requires a human tester, it will take both time and effort. This is tightly
connected with test automation, as one can see the whole endeavor of automating
tests as an extreme version of regression testing.

Test oracle
One of the most essential terms in software testing is the test oracle. An oracle is a
set of conditions or expected results that define when a test case has passed or failed
[6]. This can be done in many different ways, of which some are more theoretical than
others. A common practice is to explicitly include a boolean expression in the code (a
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2.2 Test automation

so-called assert), relying on image recognition of the graphical user interface (GUI) to
ensure that the correct path has been followed, or user errors and failures caused by
the test for determining whether a test has passed or failed.

As Bosch is looking to reduce the time spent on testing the application developed by the
team, automating a part of the testing in some way would be of great benefit, as resources
spent on manual testing can then be used elsewhere in the team. This will in turn be a main
part of the return on investment possible by an automated solution.

2.2 Test automation
Test automation is the most common and basic solution to reduce the load and, in turn,
cost of testing software. It is also a cornerstone of CI/CD. Here the goal is to automate as
much as possible, to be able to regularly integrate and release the product with new features.
Automation is considered and applied on different testing levels and activities, depending
on the goal.

Automated test case generation
There are tools available that help to generate cases to provide not only unit tests
but also system tests. This has been a research area for the last few years and is now
starting to get adopted in the industry. There are several categories, but the most
prominent ones currently are the input generation as either random-based, systematic,
or model-based [20]. While the research is ongoing and promising, the more significant
problems at hand persist such as flaky tests and fragmentation. Record & Replay tools
are readily available in the market and incorporate both the generation of test cases
and the execution of them. The one downside of it is that while the code granted is
automatically generated; it still requires manual input from a user to be able to produce
said code. Research in this area wants to move away from the manual part to have it
fully automated.

Automated test case execution
One can automate the execution of these test cases with a set of already specified test
cases. This is usually done as part of a CI/CD pipeline, where as soon as a pull request
is made, many if not all tests are running and made sure not to fail before the code is
accepted into the branch or repository. This is the choice of automation most prevalent
in the industry, and industry-wise, test automation equals test case execution in most
cases [14].

Test oracle automation
Test oracles are, as mentioned, what decide when a test has passed or failed [6]. Decid-
ing what a test oracle should requires knowledge of the expected state, which is hard
to automate. The most promising ongoing research into automating the creation of
test oracles is into machine learning algorithms or search-based models.

The academic research regarding test oracles is an especially active area, and while
solutions regarding automated test oracles exist, no new paradigms have yet been set.
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2. Background

As it is very time-consuming to create or interpret test oracles, it is a crucial part of
the ongoing research in software testing. Oracle definition is generally considered the
most challenging phase of the testing process to be automated [7].

As test automation and its related areas have become a staple for most agile, forward-
thinking companies in the last few years, there are now many self-proclaimed test-automation
frameworks to choose from.

2.3 Automated mobile application testing
Testing mobile applications can be different compared to software developed for dedicated
workstations. At the same time, such software is often extensive when it comes to uses,
settings, and tools. Mobile applications are often more limited and usually consist of different
views being presented and interacted with by the user. Being handheld, their computation
power, memory, and overall specifications are often magnitudes less than dedicated devices.
Because of the facts above and the explicit use case for the application and how the users
will interact with the application, most testing overall, especially automated testing, is of the
black box variant.

2.3.1 GUI testing
Graphical Unit Interface testing is a kind of testing where you interact and examine the SUT
(system-under-test) or AUT (application-under-test) via the graphical user interface that the
users themselves interact with to traverse the program. As the application is interacted with
by emulating a user, this approach does not have access to the source code or other inner
workings of the system.

There are different ways to achieve GUI testing, described below.

Scriptable tests
One can manually script tests in a programming language that interacts with the test-
ing library used. However, this is a time-consuming task, as is writing any tests.

Record and replay
These tests are created using a tool that records the user’s actions and translates the
movements into code in the chosen scripting language. Often these tests are kept black
box, but with the possibility of downloading the generated code. The execution of
these test cases can then be automated themselves [8]. According to Leotta et al. [19],
the implementation cost of these kinds of test are lower than for scripted tests but, in
turn, have a higher maintenance cost.

There are also different kinds of testing through the GUI, whether the tests are scripted
or recorded.
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2.4 Related work

Element-based GUI testing
Element-based GUI testing, also called DOM-testing (Document Object Model), in-
teracts with the GUI through references to the elements available in the GUI and vis-
ible to the user. These references are simply called an element of the application for
Android applications. These elements have several attributes and actions available to
the tool used to access them, but the naked eye cannot see them.

An issue with using element-based GUI testing is that the test can try to perform
actions or a chain of actions before the element has been rendered, making the test
fail. This is one large provider of flaky tests, as the render time can change depending
on several conditions, such as the operating system and underlying hardware.

Visual GUI testing
Contrary to accessing the actual inner workings of the program or application, one
can use visual GUI testing. This works by using images of SUT/AUT paired with
image recognition. One can construct tests that use said recognition to find a specific
element, e.g., a button, and then press it with regular input. As the only resources
available for visual testing are the same as a human user would interact with, it is a true
black-box testing endeavor. These tests are generally slower than element-based tests,
more akin to a human tester, but require less implementation time [18]. Furthermore,
as it is image-based and not based on inputting a program or application, one can
readily switch contexts or programs to look for other images. Hence it is a very flexible
approach and can have a chain of actions beyond a singular program or context.

2.4 Related work
There has been an increase of work in the area in the last couple of years, not in the least
because CI/CD is quickly becoming a must in most software projects, as customers get ac-
customed to releases being frequent and consistent.

Haar & Michaëlsson [16] compare the approaches of visual GUI testing and element-
based, focusing on maintenance of the solution. The solution is based on a problem instance
containing a web-based application. They found that while visual GUI testing was faster to
implement, the maintenance cost was worse than element-based, where the latter required
32% less time spent on maintenance for their thesis project. They also found that getting
a return on the investment of either scheme was unfeasible if kept at one release per year.
Automated testing has been shown to grant higher ROI and usefulness if implemented in an
iterative scheme such as agile or SCRUM. With the case company of their thesis, CANEA,
running manual tests every three months, a question could be whether or not automation of
this testing provided the best solution; considering that most testers and other industry pro-
fessionals accept that some testing must remain manual, as the human input and perception
are invaluable.

Regarding automated test case generation, Brunetto et al. [8] have proposed and built a
GUI testing solution, AutoBlackTest (ABT). ABT generates test cases by sampling possible
GUI interaction sequences while relying on machine learning algorithms to steer the gener-
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ation process. The tool is implemented in Java and uses the IBM Functional Tester, a record
and replay tool to interact with the GUI. Some of their findings include that while automa-
tion is a key to reducing development costs and effort, it is not alone sufficient to address
the needs of complex projects in larger organizations. This is where a experienced developer
with domain knowledge of the area and product must step in to make sure that the product is
working as intended manually. Other findings show that adding manually-specified test or-
acles can significantly increase the effectiveness of automated test cases while also improving
the failure detection capability of the automated tests.

Coppola et al. [10] investigate scripted GUI testing of Android applications, focusing on
diffusion, evolution, and fragility. They researched this using six open-source tools (Espresso,
UIAutomator, Selendroid, Robotium, Roboelectric, Appium) for scripted GUI testing of
mobile applications. From sniffing repositories for hooks or other code regarding the six
mentioned tools, they could carry out their research on the resulting repositories. They found
through their study that diffusion was low, less than 4,5% for all tools considered. Hence, at
this point,< there was a low diffusion of test automation in Android application projects.
They also found that 14,8% of all test classes and 3,6% of all test methods were modified after
a new release. They conclude that the fragility changes require an effort comparable to im-
plementing new tests for added features. This shows that fragility is quite a significant issue
and could impact maintenance severely.

Linares-Vásquez et al. [20] want to introduce a new paradigm for mobile application
testing, and that it should have the qualities of being Continuous, Evolutionary, and Large-
scale. They propose to take mobile application testing as seriously as any testing and build
a pipeline containing many virtual and real mobile devices. This vision is probably out of
scope for most companies but still provides valuable insight. They ascertain that one of the
primary reasons mobile application testing has been lacking is that the available automated
testing tools have limitations, which has driven a preference for using manual testing in the
industry. Fragmentation and test flakiness (test cases that sometimes pass, sometimes fail,
with no changes to the code) are also mentioned as issues for all currently available auto-
mated approaches, regardless of whether they are GUI-bound. They also discuss test oracles,
precisely the absence of mobile-specific test oracles. While there are different approaches
towards this, such as manually coded oracles, exceptions-as-oracle, and GUI-state-as-oracle,
they all fail somehow.

Tramontana et al. [28] conducted a systematic mapping study regarding automated func-
tional testing. They have a plethora of research questions, which are not all relevant to this
thesis. Amongst their findings are that the most popular approach is test case execution and
oracle definition, with a close second testing case generation and execution. The lion’s share
(122 out of 131 papers) regarding test levels presents system testing approaches. They theorize
that there are few documents regarding unit or integration testing because these approaches
can easily be used for mobile applications, even if designed for desktop applications. As such,
there is no need for a specific unit or integration testing for mobile applications.

Regarding return on investment in the endeavor of test automation, Amannejad et al.
[5] carried out a search-based approach for cost-effective software test automation decision
support, as they so eloquently phrase it. Several equations are set up to calculate ROI for the
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three test activities: test design, execution, and evaluation. A search-based genetic algorithm
is then used to find the most beneficial activity and its possible return on investment, based
on 15 rounds. Findings include that test execution automation grants the highest return on
investment by a wide margin, as its ROI after 10 runs land at a 675% return. The second is
test case design at a 307% return. Finally, test evaluation automation had no feasible return
before seven executions but started to be worthwhile, sitting at a 41% return. According to
their equations and algorithm, it is more than a magnitude between implementation and
evaluation. This paper is from 2014, and much has happened in the research regarding soft-
ware testing since then. However, from the literature, it can be seen that automating test
evaluation is still one of the main problems and no feasible solutions are available.

Coppola et al. [9] have interviewed members of the Italian software industry regarding
automated mobile testing. They find that automated testing is not widely adopted, and man-
ual testing is still the most popular choice in the industry. The interviewees cite test flakiness
and evolution of the user interface as issues faced by developers and to a cost of 30% of all
maintenance performed on test suites. They mention that one of the issues with test flakiness
is the absence of reliable ways to fix and refactor test cases automatically. They say that this
hinders mobile testing and is as severe as the fragmentation of devices, which might hold
automated mobile testing back in favor of manual testing.

There is, of course, a downside to automated testing. It is costly to implement, and when
the solution is available, it must be maintained and updated for upcoming versions. Most
studies estimate that around 20-60% of the time spent on testing after it is automated is re-
garding maintenance and managing flaky tests [9]. This concerns mobile application testing
even more because of the fragmentation amongst the devices as well as its rapidly evolving
platforms.

There seems to be a disjunction between academia and the industry regarding software
testing [14]. Academia promotes and is active research-wise in areas that would be seen as
fringe from the industry’s viewpoint. The industry focuses heavily on test case execution as
a means in CI/CD and reduce overall cost and time spent in development [8]. Meanwhile,
academia sees most industrial problems as lacking scientific novelty.
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Chapter 3

Methodology

This thesis uses the design science paradigm [24]. The methodology consists of problem
conceptualization, solution design, and validation. The chapter begins with the path to the
research and its motivation and then follows further details on each of the aforementioned
main activities explaining how they are carried out in the context of this thesis.

3.1 Research approach
The initial thesis suggestion, containing a problem description as well as the focus areas,
was presented by Bosch. The method chosen for the thesis is critical, as it is vital to fit the
technique after the task to carry out the best possible research given the objectives.

The thesis intends to research and implement a test automation solution for an appli-
cation that has outgrown its original environment and now requires much more time and
resources than initially thought. Amongst others, the maintenance cost and possible return
on investment of the potential solutions should also be considered compared to the current
manual testing. The proposed solution (if applicable) shall then be integrated into an ex-
panding CI/CD environment but is considered out of scope for the thesis itself.

There are three major research paradigms, as stated by van Aken [31]. These are

• formal sciences

• explanatory sciences

• design sciences

Engineering science, as well as computer science, often fall under the design science
paradigm [30]. In design science, the academic research objectives are more pragmatic, solution-
oriented, and can be seen as a pursuit to improve human performance [31]. Research problems
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3. Methodology

are formulated and assessed by studying specific problem instances in practice, where the re-
search activities consist of problem conceptualization, solution design, and validation [24].

Runeson et al. [24] convey how to use the design science paradigm as a frame for empiri-
cal software engineering research. Software, its tools as well as the organizations surrounding
them are all human-made constructs, and as such, this suggests design science be a feasible
research paradigm to adopt. They build further on the design science model by Engström et
al., [13] as seen below in Figure 3.1. The model displays two dimensions of problem-solution
and theory-practice through a design science lens; the arrows describe different processes of
generating knowledge or information. It can also be seen that the overall process is itera-
tive, and as such, one can revisit the problem instance (or any other state) after additional
knowledge has been gained.

Figure 3.1: Design science model according to Engström et al.[13]

This thesis researches mobile test automation. Test automation is heavily researched, but
test automation aimed toward handheld devices is often seen as not as necessary [20] as to-
ward applications geared toward desktops or the like. The design science paradigm fits well,
as research problems are formulated and assessed by studying specific problem instances in
practice. The research activities consist of problem conceptualization, solution design, and
validation [24]. Regarding the number of iterations, as the thesis is quite limited in time and
scope, the most probable scenario is that only a single iteration of the cycle will be possible.
After the solution design has been validated, the data and discoveries can be passed along to
Bosch, who can modify the problem instance if needed or continue the work.

The research has been divided into specific actions, where some actions depend on others
before being able to be carried out. The problem conceptualization will consist of a literature
study, domain research containing an interview study with Bosch employees, and a case study
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3.2 Problem conceptualization

of the mobile application mentioned in the problem instance. The solution design is the
activity phase and is carried out with a firm basis in the problem conceptualization. The
actions considered for this phase are designing and implementing a proof of concept solution
for the problem instance. The validation step will contain the assessment of the solution
design compared to the current way of solving the problem instance with regard to the focus
areas. These actions and their corresponding states in the design science paradigm are stated
below in table 3.1.

Reference Activity Design science paradigm
A1.1 Literature study Problem conceptualization
A1.2 Interview study Problem conceptualization
A1.3 Platform exploration Problem conceptualization
A2.1 Designing proof of concept Solution design
A2.2 Implement proof of concept Solution design
A3 Follow-up analysis Validation

Table 3.1: Activities in the thesis

3.2 Problem conceptualization
This is where the research for the thesis begins and the first foray into the design science
paradigm. It is the initial phase and one of the most crucial. Given problem instances from a
sort of stakeholder, this is where the knowledge is built about the subject and the surrounding
areas through different kinds of activities, which are used as the basis for the later solution
design. These activities include, as mentioned above: a literature study, an interview study,
and a platform exploration of the application itself.

The literature study is where the lion’s share of the theoretical support for the research is
gained. It is also vital, as it provides a better understanding of the area and all its intricacies.
This, in turn, helps not only to construct valid, fruitful questions for the interviews, but to
be able to interact with the interview subjects in a meaningful way, and lastly, to be able to
analyze and extract research material procured from said interviews. As mentioned, this is a
basis for exploring the given problem instance and constructing a solution design.

The second activity of the problem conceptualization was to investigate further and clar-
ify the problem instance more practically, carried out through semi-structured interviews at
the case company. It is also a way to gain theoretical support outside the literature study; by
collecting knowledge and insights from the team.

Outside of the literature study and interviews, a platform exploration was carried out
to gain technical and practical knowledge of the application in which the solution design
will be applied. It results in increased confidence in the AUT (application under test), its
functionality and qualities, and leads to a suitable solution design.

3.2.1 Literature study
A literature study is essential to a thesis to gain a deeper understanding of the subject at hand
[17]. It must be carried out thoroughly to avoid missing any vital research on the subject. The
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3. Methodology

study should be well-structured and iterative on new findings found either in the problem
instance, supplied by the case company, or in any other way that influences one’s interpreta-
tion of the area.

The following criteria have been imposed to ensure that the papers collected during the
literature study are of at least some quality research-wise.

• Literature shall be in English or Swedish

• Literature shall be accessible through LUBSearch or Google Scholar.

• Literature shall be peer-reviewed.

• Literature shall be available as full documents.

The literature study follows the pattern staked out by Höst et al. [17].

Search wide
To get a sense of the research available on the subject’s background at the beginning of
the thesis, including related areas, and search wide. This includes many keywords and
phrases identified from the problem instance, as well as from both supervisors.

Selection
From the vast array of papers collected in the first step, discard papers depending on
their quality or possible use for the thesis. The title and abstract were first reviewed for
applicability. Then, if seemingly relevant, the central part of the paper was skimmed,
and the results and discussion were analyzed. The trimmed set of papers is now a
starting set [32], which can be used to deepen the research in the next step.

Precise search
The trimmed set of papers from the previous activity is used to find further papers.
This is done using the technique called "snowballing" [32]. By checking the references
of your already collected papers, it is possible to head even deeper into the area at hand
and, in turn, be able to find more well-founded articles.

The literature study resulted in 44 initial papers collected, with a rigid selection process
regarding relevancy. These papers were further analyzed, and using the snowball method
described above [32], five articles were found to be of good quality and would contribute to
the thesis’ theoretical basis. Besides the initial literature search and triage of the found papers,
finding literature is an iterative task. While writing the thesis, more papers and articles were
found that were useful to the thesis and its research. Furthermore, one author was found to
be active in the research on automated GUI testing, Emil Alégroth [4] at Blekinge Tekniska
Högskola.

3.2.2 Domain research
After the literature study, having gained an extensive research basis and a greater under-
standing of the problem and surrounding areas, further research was carried out to deepen
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the theoretical and practical knowledge of the problem instance. This is achieved by carrying
out an interview study, a platform exploration of the application under investigation, which
will play a substantial role in the solution design. The interviews are carried out with the
developers and testers in the team at hand and with other parties within Bosch, where a test
automation journey has already been accomplished.

Interview study
Interviews can either be open, structured, or semi-structured. As semi-structured, the inter-
view follows a pre-defined pattern (closed), but new areas can be discovered and investigated
during the interview (open) [29]. Semi-structured interviews were chosen as the medium, as
the primary purpose of the interviews is to collect data regarding the problem instance and
area but not to limit the possible exploration into neighboring areas that industry profes-
sionals might veer into and provide helpful insight.

Interviews were conducted with several parties, mainly within the team surrounding the
application. As the team developing Activity Hub is relatively small, the number of inter-
view participants is four. Contact with the possible participants was carried out via e-mail.
The e-mails contained an explanation of the thesis, the area, the purpose of the interview,
and if they were willing to participate.

The one-to-one, face-to-face interviews are planned according to the hourglass method
[25]. First general, broad questions to start with, then narrow down and go deeper and return
to more broad questions. Finally, a draft of questions is prepared and discussed with the
academic supervisor, which results in sound questions, and in turn, the data gained would
lead the thesis forward. The interviewees are presented in the below Table 3.2.

ID Role Team
P1 Android developer Bosch SensorTec - Klio
P2 Android developer Bosch SensorTec - Klio
P3 Test lead Bosch SensorTec - Klio
P4 Principal software architect Bosch eBike

Table 3.2: A presentation of the interview subject’s roles and team-
standing

Interviews were conducted according to the following schema:

1. Participant was welcomed and presented with a quick explanation of what the thesis
entails

2. Participant was asked if they had any thoughts or questions regarding the background,
the purpose of the interview, etc.

3. Verbal agreement obtained regarding the audio recording of the interview.

4. Interview performed following the hourglass principle explained above.
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During the interviews, limited notes were taken on a laptop. While the answers to the
stated questions gave great insight and data on the current project after each interview was
completed, a private discussion regarding software engineering and testing granted valuable
insight. This gave a great perception of the industry and how different companies have taken
different approaches when it comes to testing. After all, participants had been interviewed;
the emergent material was transcribed.

Platform exploration
A platform exploration will be carried out to get better acquainted with the application un-
der study, as well as the sensor, that will be integral in the solution design. This is to get a
sense of confidence in the application and, in turn, a higher sense of confidence in the solu-
tion design. The goal was to explore the platform, that is the application itself and its paired
sensor, as well as the current way of testing.

Knowledge of the application and the problem instance itself is key to successfully imple-
menting the best possible solution to the problem instance. As a result, part of the platform
exploration followed the current manual testing regime. The current testing follows test
flows set up to create as small leaps between different tests as possible and save time. These
are available online when connected to a Bosch-approved VPN and show when and how a
test has been completed. It gives not only a sense of the application itself but also regarding
the testing and what could be improved. Following the already set-up test flows gave greater
confidence in the application and served as exploring the application itself.

Outside of following the test flows, the application and its paired Bluetooth sensor were
explored using the application as intended. This mainly consisted of using the application
while exercising (which is the primary goal of the application) and using its contained "work-
outs" (different exercises). This was done after following the test flow set up to avoid getting
startled by error messages or other communication and, in turn, missing some vital features.
Besides these two structured testing, exploratory testing was also carried out. This goal was
not to find bugs but to get even more comfortable with the application. This last kind of
testing can be classified as "freestyle" testing, as mentioned by Ghazi et al.[15]; Only the test
object is provided, and the tester is free to explore the system without any constraints.

3.3 Solution design
For the solution design, the work consists of two activities; Designing proof of concept and
Implementing proof of concept.

3.3.1 Designing proof of concept
The first activity intends to use all the theoretical and practical knowledge from the problem
conceptualization to motivate and design a proof of concept (PoC).
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This is achieved using a research synthesis method, as explained by Cruzes et al. [11]. They
propose three methods of synthesizing in software engineering research: thematic, cross-
case, and narrative. The goal of the synthesis is to analyze the research findings and to be
able to make a correct and supported decision on a test automation solution to implement.
Narrative synthesis is chosen for this endeavor, as the input consists of one literature study
and the domain research. A narrative synthesis is an approach that relies on words and text to
condense and explain the findings of the synthesis [11]. This textual approach to the synthesis
can be seen as "telling a story" of the conclusions of the studies [23].

3.3.2 Implementing proof of concept
After the PoC has been designed and communicated to Bosch, it is implemented as a solution
design to the given problem instance. After the implementation is complete, comparisons
are made between the proposed solution and the current manual way of testing, especially
when it comes to the time taken for running tests together with their implementation time
and what sort of maintenance is required on the test code between different versions of the
application.

The implementation of the PoC is carried out on several versions behind the current,
active version. Therefore, being implemented while having access to several "new" already
existing versions will allow running the solution on several different versions of the applica-
tion. This will, in turn, make it possible to collect data on the solution’s maintenance effort
and suggest what the possible maintenance can resemble going forward in the project. In ad-
dition, while implementing the PoC, data regarding the time spent on the implementation
of the solution is recorded to give the possibility to calculate a return on investment.

3.4 Validation
The final activity of the design science paradigm and the research is validation. This is where
the evaluation and analysis of the solution are carried out, based on the criteria either found
in the problem instance or collected during the problem conceptualization. The main aim of
the validation is to decide if the solution would be feasible for use in the practical context of
the project, in the surrounding ecosystem, and if the solution meets the requirements, and in
the process answer RQ3 and RQ4.

As both return on investment and maintenance are fickle terms, they need to be defined
for this thesis.

For RQ3 and return on investment, it will be defined as

Improvements made to execution time compared to manual testing

Project-specific advantages from the solution

Resources released by implementing the solution
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As for RQ4, maintenance will be defined as

Possible maintenance of the solution

Types of test cases and their maintenance

Possible preventative measures

Outside of the research questions, the scalability of the solution is also taken into account,
as the one of the end goals for Bosch is to integrate the solution with Jenkins to form a pipeline
together with a version control tool.
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Chapter 4

Test automation at Bosch

This chapter presents the development team, its methods, and the current testing regime.
The data is gained from the interviews as well as the domain exploration.

4.1 Developers and their practice
The following description is limited to members related to the application’s software devel-
opment.

Developers

P1: P1 is an Android developer working on test & demo applications that have been
with Bosch for 12 months and have been in the project for just as long. He has an ex-
tensive career and has worked at many different large companies.

P2: P2 is an Android developer who has been with Bosch for one year and two months,
working on the project full time. He also has an extensive career spanning decades.

The code is written in Kotlin, both developers use IDE, and some of the included tools
such as refactoring and code suggestions. P1 mentioned that while their main occupa-
tion is being an Android developer, they also deal with various tasks in and around the
team. There is no TDD in practice from any of them, as they see the practice as bene-
ficial in general but at the same time be too time-consuming. P2 also mentioned that
while the agile methodology works, he does not believe it is better than other meth-
ods. P2 said he has worked at a company where metrics, especially code coverage, were
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virtually holy, and many resources were spent on achieving high numbers. He says that
in the end, because of the focus on metrics, the team spent more time implementing
tests than implementing actual new features. Thanks to the regression testing, both
developers look forward to increased confidence in the code. At the moment, only
smoke-testing is done before handing off the application to the testers. They state
that they have no more significant concerns regarding the implementation of test au-
tomation. P2 mentions that for testing to be carried out successfully, there needs to be
a developmental flow defined, which could have a negligible effect until it is fully set
up.

Testers

P3: P3 is the test lead of the case project. Has worked at Bosch for six years and on the
project for more than two years. He has so far been manually testing the code via test
flows set up by himself.

There are not that many application releases at the moment, but it will steadily in-
crease. About a year ago, there was a monthly release, if not more often. Regarding
why he wants the team to implement test automation, he says it will help reach greater
efficiency in the developer flow. It will also be able to find faults or errors as early as
possible after they have been created.

Regarding why there is no test automation yet, and why it wasn’t thought of in the
beginning, he reports that the knowledge required to implement a solution was not
present in the team at the time. As a result, the application development was ad hoc,
and it was much later that the scope grew large enough to warrant such an imple-
mentation. Although there was also no time or resources for the implementation, the
development was so quick that there was enough work just by running the manual
testing and making sure the application worked as required.

He agrees that setting up a skeletonized version of a test automation framework at
the beginning of a project would benefit the team. Even though test automation has
quickly become somewhat of a must for software engineering, he believes that only a
tiny part of testers/developers have the knowledge to set up a test automation solution.

Regarding the testing overall, he sees a need for cross-functional testing. While test
automation provides excellent qualities and the ability to test the project regressively,
he believes that manual testing, especially system testing, will still be needed. He says
it is dangerous to think that the application works as intended if tests do not fail. A
human would have noticed many things that an automated solution could miss.

P4: P4 has been a part of Bosch since the start of the Lund office, as did P3. His role
is Principal Software Architect, and he has been involved in the transition from hav-
ing outsourced manual testing teams to implementing test automation and all that
it entails. For example, the change was made in a unit at Bosch named eBike, which
develops and tests software for electric bikes. One of their main testing points is the
touchscreen which is mounted on the handlebars where the user interacts with.
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He explains that before implementing automation, Bosch had employed a manual test-
ing team from India to carry out system testing. After that, developers were responsible
for unit tests.

To make the change toward automated testing, members of the manual testing group
were educated to become developers and could, in turn, program the coded tests that
would be automated. This took time and resources, but in the end, it was a very success-
ful endeavor, and there was a 60-70% reduction in time spent on testing. Especially the
time to get feedback, which with the implemented solution was 20 minutes compared
to what could be up to 3 weeks beforehand. This allowed the developers to quickly find
any issues and correct them, which made the whole development flow quicker. Overall
he mentions that test automation was very beneficial for the project and Bosch, even
though the work to implement it was not easy and demanding in time and resources.

4.2 Development methodology
The team develops the application and its surrounding systems using SCRUM as a general
method [26]. This consists of setting goals for so-called sprints, two-week periods where
specific goals are set and followed up. A KANBAN [12] board is used to handle the assignment
of tasks and act as a visual aid. Git and Bitbucket are used as version control. According to
the interviews with P1 and P2, they use Android Studio or IntelliJ as integrated development
environments (IDE). In addition, they use built-in tools, for example refactoring and code
suggestions. The Figure 4.1 shows an overview of the development team, its infrastructure,
and its flow.

Figure 4.1: Overview of the development team

4.3 Testing regime
The testing done by the developers before they hand it over to the testing team is scant. They
do not engage in unit testing but do a so-called smoke test before handing it over to the test-
ing team. This can be seen as a quick system test of the most vital application parts to ensure
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they work as intended.

When a new application version is ready for testing, it is delivered as an APK or compiled
by the testers via Git. All of the tests are currently carried out manually. The test lead P3 has
constructed test flows from the test cases available in TestRail, a test management platform.
All test cases for a particular application part are passed following these flows. It is up to
the tester following the flow to know the application to ascertain when a test has failed.
When testing the Bluetooth sensor, the testing is more extensive as it requires the execution
of physical exercises such as jumping jacks, and carried out most of the time in a gym. An
example of a test flow is included in the appendix.

4.3.1 Platform exploration
To get acquainted with the testing regime currently in place and to give a higher confidence
when using the application as well as general know-how in the handling of the application
together with the sensor, a platform exploration consisting of the below activites was carried
out.

• Manual test executions
To get acquainted with the current testing procedure and what the automated solution
will be compared to, manual test runs were run.

The results are a greater understanding of the application and the sensor and how the
testing procedure is executed. This is useful as the automated solution will be compared
to manual test runs during the validation.

• Actively using the application and sensor
Training sessions were carried out to experience the application and the sensor in the
intended environment for which it is developed. This provided the sought qualities of
understanding the application better and intrinsics that are hard to learn otherwise.

Other things found were that the application crashed randomly at times, and the sensor
lost connection. The latter was discussed with Bosch and determined to be because of
interference from other signals in the environment since the prototype of the sensor
is set in an unshielded case.

• Exploratory testing
Carrying out exploratory testing improved the overall knowledge, but a bug was also
found. The application has a maximum amount of patterns a user can input, and when
that threshold is reached, the application should not be able to start a workout. How-
ever, when importing already defined patterns, it was possible to go over the limit of
25 total patterns. As a result, it made it possible to start a workout session where the
sensor did not respond, but the application showed no error.
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4.4 Current state of testing and concerns
with the upcoming solution

The current state of testing at Bosch SensorTec in the team that develops the application is
quite limited in scope. The limitation is explained by the application growing out of its origi-
nal scope; as such, no test automation had been planned for initially. The developers who are
interviewed and currently with the project are not the original developers of the application
and have been working on it for a relatively short time. However, from the interviews, it is
gained that they both do sparse unit and integration testing and mostly does smoke-testing
before sending it over to the testers.

The testers use several tools to test the application. The testing carried out by the testers is
so called system testing. Using the test management software TestRail, the testers have spec-
ified test cases from the requirements for the application. These are text-based and briefly
explain the test case and the expected outcome. From knowledge of the application and Tes-
tRail, the test lead P3 has created manual test flows. Following these test flows, all the tests
in a specific area (settings, etc.) are completed correctly. The tester following the flow is re-
sponsible for noting any faults or errors. These flows are followed after each new application
version to ensure the expected functionality. If there are new features added, the flows are
edited to include them.

Figure 4.2: Example of a Test Rail item for a test case
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The main concerns are regarding the solution itself, how much maintenance is required,
and if there is a possibility of return on investment of the whole endeavor. These are stated in
the problem description of the thesis and are the top focus areas. The developers in the team
had few concerns regarding the solution, and are looking forward to the increased quality
that the automated testing would provide. However, one developer, P2, noted that for test-
ing to be carried out successfully, a flow for the testing has to be defined, which could affect
the development cycle. Regarding concerns with the implementation of the solution, the test
lead P3 believes that it is dangerous to only rely on test automation for the complete testing.
He believes cross-functional testing is needed (including exploratory and manual testing) in
addition to automated testing. He mentions that automated testing does its task well but is
unnuanced in how it tests. He believes it is dangerous to think that an application works as
intended simply because of automated tests passing.

Interviewee P4, from a team that has transitioned from manual testing to automated test-
ing, noted that the transition was very costly, both monetary and time-wise, and he believed
the implementation for this team would be no different.
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Chapter 5

The solution

After consolidating the research and experience gained from the problem conceptualization,
a decision was made on what kind of test automation would benefit Bosch and the project
the most. This was achieved by a narrative synthesis of everything learned in the problem
conceptualization.

The outcome of the synthesis, as well as otherwise gained from the problem instance and
the interviews, is a set of requirements and required functionalities for the solution, which
in turn answers RQ2.

1. A released, fully working Android Package (APK) of the application is available.

2. The solution must make use of Python as the primary scripting language.

3. The solution must be able to run on both Windows and Linux.

4. The solution must be able to deliver extensive reports in an easily interpretable fashion.

5. The solution must be able to make use of the hardware available at the Bosch office.

6. The solution must be able to use Jenkins as part of a CI/CD pipeline.

7. The solution must be able to be used by a team distributed worldwide.

8. The solution can be updated and maintained in-house.

9. The solution must make use of assert statements where needed.

10. The solution must provide automatically generated reports.

11. The solution must be implemented so as to reduce the possible maintenance as much
as possible.
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Given the synthesis, it was decided that a mix of automated test case generation and au-
tomated test case execution would be the shade of test automation that would benefit Bosch
the most. This test automation solution can then be expanded should the scope of the appli-
cation change.

Given that the primary purpose of the thesis is to help address a testing need that has out-
grown the current capabilities and to release time and resources for other parts of the project,
automating the existing manual testing would serve the project in the best way. Many tests
are regarding the interaction between the independently developed application and the sen-
sor, also produced by Bosch. As such, the testing should preferably mimic human behavior.
A test framework that works in a black-box way by interacting with the GUI would be able
to replicate this. As for element-based versus visual GUI testing, the study by Haar & Mi-
caëlsson [16] has shown that the former has lower maintenance when it comes to resources.
Therefore, an element-based framework will be selected as maintenance is essential to Bosch
and the project.

Several test automation frameworks were evaluated based on the requirements to make
this decision. As being able to handle the Android operating system as well as being able to
script in Python are two of the core requirements, all of the following frameworks have said
capabilities.

Appium

EyeAutomate

Robot Framework

Katalon

TestProject

All test frameworks investigated ,except for EyeAutomate, are built upon Appium, and
are therefore element-based. Appium is an option, though it is more barebones than the
other frameworks, which usually wrap up the actual functionality to provide a smoother ex-
perience. Seeing as Bosch has access to its hardware and wants to keep as much as possible
in-house, software-as-a-service (SaaS) solutions are not warranted. Given the requirements
and the synthesis of the problem conceptualization and an investigation into different kinds
of test automation frameworks, TestProject was chosen.

TestProject [3] is a test automation framework developed by Tricentis. It is open-source,
free of charge, and comes with the possibility to both record and replay tests, as well as
automate the execution of tests. Reports of the executions are automatically generated and
saved locally and available online. As the company behind TestProject is well-established in
the industry, the chance that it will fall out of maintenance is low.
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5.1 Proof of concept
With the test automation framework decided on, it was time to implement the proof of con-
cept itself.

TestProject is built on top of Appium and Selenium. It executes its automation through
the TestProject Agent, a small, local program that starts and manages its own Appium server.
This communicates with the project’s landing page at www.testproject.io, where executions
in progress are shown, and reports are generated after the batch job is completed.

Set up
Creating an account is the first step toward using TestProject for automation. When
an account has been completed, the TestProject Agent is downloaded and registered
to the chosen account. Now all the necessary software is in place.

Infrastructure
One of the caveats of the problem instance presented by Bosch is that the code if any,
should be written in Python. To make TestProject interpret Python, it requires the
TestProject OpenSDK. To collect all the tests and execute them, PyTest will be used as
well. PyTest is a small, open-source testing framework for Python code [1]. It extends
the built-in testing capabilities of Python itself.

Test case generation
The generation follows the flowchart in Figure 5.1. First, choose a test case from the test
management system TestRail. As mentioned before, the test cases are stated with (most
times) a stated expected outcome and a brief description. Next, investigate whether
it is possible to implement the test cases given the current architecture. For example,
many test cases require interaction with the Bluetooth sensor. Unfortunately, at the
time of the thesis, the Bluetooth data injection feature necessary for these test cases
was ongoing, and as such, no such test cases could be implemented. Implement the
test case, and depending on what the expected end value of the test is, add an assert
statement. Finally, add the newly implemented test case to the automated solution,
and run it to ensure it passes.

To create test cases, the choice was to use the built-in record and replay tool in Test-
Project. This records the user’s actions, and you can manually change or add the steps
in any way. Afterward, the test case is saved and can be executed. This can either be
done through the TestProject website, or the recorded test cases can be downloaded as
generated code for the chosen language and run the actual code.

To record the tests, the application itself is required. This can be done by emulating a
phone with Android Studio or granting access to an actual mobile phone via USB. In
the end, 20 test cases were produced. An example of the process of generating a test
case using the Android Studio emulator and converting it to Python code is shown in
Figure 5.2. An example of the automatically generated Python code for the same test
case is available in the Appendix.
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Figure 5.1: Test case generation process followed
.

Test case execution
For the collection and execute the test cases via TestProject, PyTest was used. Running
tests with PyTest requires a configuration file where several fixtures and capabilities
are stated. These include variables such as device, operating system, what application,
and other application-specific items are required for Appium to be able to install the
application. In addition, TestProject has extended the capabilities to include step set-
tings for actions in the tests and other required variables.

PyTest also requires a particular structure, namely keeping the configuration file in
a top-level category, the application below, and one category further down the tests.
Running the command ’pytest’ in a Python environment collects all the files whose
names contain "test_" as the first characters and runs all methods named similarly inside
them.
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Figure 5.2: TestProject test case generation of the test C39260 - Add
a new user.

Figure 5.3: Executing the automated testing on an Android Studio
emulator via PyTest

.
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Reporting
As seen in the above Figure 5.3, running ’protest’ collects methods (test cases) in the
code contained in two different Python files (ending in .py). The reporting done by
PyTest is scant if all pass. If an error is found, a large amount of information that is hard
to investigate is produced. To improve upon this, TestProject has its own reporting.
HTML overview reports are automatically generated and can be stored locally and
on the project landing page. The overview is quick and well-structured. Meanwhile,
a summary or a full report can be downloaded as a PDF. An example of the report
presented on the landing page is provided in the appendix.

5.2 Validation
The implemented test automation is compared to the manual testing currently in place to
validate the solution design. In addition, the return on investment for the whole endeavor
and the possible cost of the code will also be evaluated and presented.

To gather the data, the following steps were iterated over.

Requires: Implemented solution design, Android emulator or mobile phone, several se-
quential versions of the application, and time tracker tool.

1. Execute the implemented solution on the selected version, using either an emulator or
mobile phone. Record the time taken, bugs found, or other issues/comments.

2. Carry out manual testing of the same span as the test cases. Record time taken, bugs
found, and other issues/comments.

3. Change the application version to the next one in chronological order.

4. Go to 1.

To investigate the execution time and maintenance of the application, five versions of
the application were collected and used. The versions are labeled after their release date;
21-06-14, 21-07-15, 21-10-14, 21-12-23, 22-04-27.

5.2.1 Return on investment
As mentioned earlier, return on investment is a fickle term and had to be defined for this
thesis. The definition is defined as the amalgamation of:

Improvements made to execution time compared to manual testing

Project-specific advantages from the solution

Resources released by implementing the solution
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Improvements made to execution time compared to manual test-
ing
The execution time was calculated by taking the average of three runs of the solution on said
version. The runs were executed on an emulator running Android 12, via Android Studio.
The manual run time was estimated in the same way. The results are presented in the table
5.1 below. Each run contains the same 20 test cases. From the table, it is possible to ascertain
that the latest version (22-04-27) does not have a run time, either automated or not. This is
because a fault was found in the tests impeding most tests from running. Somehow the "Add
new user" function had been decoupled from the GUI button, and as such, one could not add
any additional users.

One of the features of using TestProject as a framework is that it allows users to change
the step settings of the automation, without calling any methods in the test code itself. This
is specified as milliseconds and is how long the Agent will wait or sleep until it attempts the
next step of the test case. This ensures that the application has been appropriately rendered
and the available element is searched for. By changing this from the default value of 500 ms
to 150 ms, the proof of concept’s run time was able to be halved.

The table 5.1 shows that after reducing the step settings, that the automated solution is
on average 40% faster than the manual testing, for the proof of concept solution currently
implemented. The variation across the automated executions were at most 5%.

Version Execution time (seconds) Manual execution time (seconds)
21-06-14 114 180
21-07-15 113 180
21-10-14 107 180
21-12-23 111 180
22-04-27 ∞ ∞

Table 5.1: Execution time of the different versions

Project-specific advantages
While reducing the actual time when executing something is substantial in itself, the solution
brings many benefits that are not as easily made into statistics but can have a major effect on
the team and its work going forward.

Significantly reduced time for feedback
The chief difference between the current way of manual testing and the implemented
proof of concept is that the proof of concept can be run remotely and regressively. The
plan going forward for Bosch is to integrate the automated testing with Jenkins, which
will make it possible for the solution to be executed any time the application is updated.

When this is integrated, every time a change is made to the version control system, the
solution will be executed. As such, feedback to the developers or other team members
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will be significantly reduced compared to relying on that no issues have been intro-
duced and waiting for the testers to manually examine the application. As seen with
the version 22-04-07, a fault was found in the application that had made it all the way
to the internal release stage. If the solution had been implemented during its release,
the team would have been notified immediately.

Objectiveness in testing
Manual testing is by its nature subjective. This is great for the most part, as a human
tester can interpret feedback from the SUT in ways that an automated solution can
not. However, for the project at hand, several test cases require objectiveness and are
nigh impossible to carry out manually. These include tests that ensure that a changed
setting has the correct qualitative output (such as changing a threshold of when the
sensor should determine when a certain movement has been detected) and others that
are reliant on being on carrying out repetitive tasks a vast amount of times, with no
changes introduced in the movement.

As of now, these test cases have only been sparsely tested by the team. This is made easy
by the solution as it (if not modified) does not have the possibility of being subjective
or getting tired, and as such will provide ways of testing such cases to their full extent.

Increased confidence in the code
As mentioned above, the solution provides swift feedback to the team whenever some-
thing is edited in the version control tool. This also has the added functionality of
denying the change if a test case has failed. This will grant the developers and the rest
of the team increased confidence in the application and in turn the code, as only code
that passes the tests are allowed to be updated.

Improved reporting
Before the solution, all testing was manual. This also meant manually taking notes
and creating a report of the test run. Thanks to the automated solution, automatically
generated reports are now made for each test run, and shows the exact steps taken in
the program amongst other information.

Resources released by the implementation
Having the solution in place, and regularly testing the application releases resources for the
team to otherwise further the project. For the developers, this can mean that unless there are
major changes or functionality added, the smoke testing otherwise can be skipped and the
application instead delivered straight to the testers. For the testers, this means that they do
not have to test the basics of the application but can instead focus on exploratory testing as
well as the experience of the actual end user. All in all, resources are released, and can be used
to further the project in other ways.

5.2.2 Maintenance
Just as the term return on investment, maintenance can mean several different things. It was
defined earlier as a combination of
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Possible maintenance of the solution

Types of test cases and their maintenance

Possible preventative measures

Possible maintenance for the implemented solution

Using the five versions mentioned before, the solution was implemented for the oldest ver-
sion, 21-06-14. After that, the version was iterated forward. The time spent on getting the
solution to work again on the new version of the application was recorded, and then the iter-
ation continued. This is presented below Table 5.2. The need for maintenance was not that
prominent and regarded issues with differences between versions of the application, not the
coded tests breaking. Nonetheless, getting the solution to run again is considered mainte-
nance.

The maintenance required between versions 21-06-14 and 21-07-15 consisted of the con-
nection the Agent having been interrupted and the Agent having to be restarted. After that,
the execution ran flawlessly.

The most challenging maintenance of 45 minutes was regarding so-called "application
packages," which is the specification regarding where the application can be started and found
while on the mobile device. Between these two versions, one is a so-called "debug"-version,
and the other is an updated release for customers. As such, the application package string
was different for the two versions, and in turn, the automation failed. The issue at hand was
quite challenging as the error reports did not indicate what had happened; the only insight
into the issue was that the application itself was not being started. It took 45 minutes to find
the issue and rectify it until the solution could be executed again.

The last "maintenance," going from version 21-11-23 to 22-04-27, consisted of 60% of the
tests failing. This was astonishing as it seemed nigh impossible for a single update to make
such a large portion of the tests fail. Indeed there was something wrong, as the application’s
core functionality had been broken. As such, it was impossible to estimate the actual main-
tenance until the application released a new version where the functionality was restored.

Version Maintenance required? Time spent on maintenance (minutes)
21-06-14
21-07-15 • 5
21-10-14 • 45
21-11-23
22-04-27 • ∞

Table 5.2: Different versions of the application as well as possible
maintenance

37



5. The solution

Types of test cases and their maintenance
Below is a generalization of the currently available test cases, and what their possible main-
tenance could be, going forward in the project.

Comparing text content
Many test cases require the comparison of the contents of a text box to ensure e.g. legal
compliance through licenses or to make sure that a name change of a user has been
carried out. Possible maintenance for these types of test cases is when the "correct"
text has been changed or is unavailable, and as such much be manually edited.

Asserting a state
Asserting that the application has reached or changed a state is a requirement for many
test cases. Possible maintenance is when the state is not correct anymore, or not reach-
able through the application GUI.

Interacting with Android OS GUI
Several test cases are regarding the input and output into the application, and as such
will interact with the GUI of the mobile phone itself. Possible maintenance here could
be if the phones are switched or otherwise given another Android version, which would
require manual editing to ensure that the scripts are able to find their way.

Lengthy test cases
Some test cases require getting a large amount of input from the sensor (e.g. testing
that an exercise can be done 100 times), and as such could be prone to timeout. Test-
Project has a method for a so-called adaptive wait, where it is possible to also state the
maximum waiting time for the test to fail, otherwise, it will wait until the sought-after
state is detected. Possible maintenance includes having to change the max timeout
range for the adaptive wait, depending on the number of repetitions that need to be
recorded.

However, as seen with the investigation into maintenance for the AUT, the maintenance
had nothing to do with the actual test cases, but with the testing infrastructure. This that
issues with the test cases themselves is not the only source of maintenance.

The most significant issue for the solution is if there were to be a large update to the GUI
where elements and sections of the application are shuffled around. As the solution follows
a flow throughout the application to in the end ensure the success of the test case, this would
break most tests and require a great deal of interaction from the team.

Preventative measures
Many issues with element-based automated testing are based on not being able to locate an
element. This is often because that certain element has not been given its own ID; instead, it
relies on the so-called ’XPath’ to find it. An XPath is a string that provides the address to the
element, oftentimes by only a position in a vector or other data structure. However if there
has been even a slight change in the application, the element might have moved, and the test
will fail. Therefore it is a good practice to provide elements with an ID, which increases the
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robustness of the application and in turn the tests.

As mentioned before, the majority of the maintenance for the solution was not because
of the tests themselves failing, but because of the infrastructure around it. An example of
this would be to merge versions being tested to always be in the "debug" package, so as to not
have to edit the application packages between versions.

However almost all software is prone to change, and as such maintenance of the auto-
mated solution will always be required.
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Chapter 6

Discussion

The discussion in this chapter is divided into different parts. First, there is a discussion
regarding the given results, then the limitations of the implementation.

6.1 Results discussion
Regarding RQ1, the current state of testing in the project is strictly manual and relatively
sparse. As a result, the developers have few concerns, but the testers realize that the imple-
mentation is a substantial undertaking that will require a lot of resources and care. Testers
on the other hand had more concerns, and one of the main ones was that it is dangerous to
rely solely on the automated solution for testing the application. They believe that manual
testing will always be required to make sure the SUT works as intended, but the process can
be greatly helped by an automated solution.

As for RQ2, the list of requirements produced for the solution is specific to Bosch, and the
singular application is currently being developed. The use case for the application is relatively
narrow, and therefore the solution is tailored to its requirements, especially the possibility
of having an objective "tester" carrying out executions. An element-based approach was cho-
sen as it has been shown by Haar & Michaëlsson [16] to have less maintenance than a visual
approach. The market for visual GUI testing frameworks is also scarce. Since the product
relies on the interaction between an independently developed application and a sensor that
is reporting gyroscopic data, among other things, some test cases require mimicry of human
interaction and movements. A test framework such as TestProject, which interacts and car-
ries out testing through the GUI, means that implementing such cases is possible for Bosch.

Concerning RQ3, the defined return on investment does not only include the aspect of
time. However, implementing the rest of the test cases could negatively affect the solution’s
execution time compared to manual testing, but doing so would still provide an objectiveness
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that is sorely needed. Nevertheless, as shown in table 6.2, the run time as it stands now is sub-
stantially shorter than manually executing the tests, which would most likely still hold with
more test cases. The solution also releases resources from both the developers and the testers,
which is the most wanted quality of a test automation solution. The execution time of the
solution itself is also able to reduced further. As of now, all test cases have an explicit reset
of the application in the beginning of the case, as wanted by Bosch. This can be removed,
and the execution order of the tests themselves can be streamlined to further improve the
execution time.

As for RQ4, maintenance is defined as the time spent on getting the solution to run again,
how the solution handles different types of test cases, their possible maintenance, and what
preventative measures can be taken. As the investigation into the current maintenance of
the solution did not provide any larger issues it is hard to predict what the severity of the
maintenance can be going forward. It is however possible for Bosch to further streamline the
testing by making sure all future versions of the application have the same attributes, which
removes the need to change variables in the solution between versions. However, one cannot
run from maintenance. In the end, for most test cases, correcting them requires manual in-
teraction.

Given the research questions and the resulting solution, my recommendation for Bosch
is to keep implementing test cases and updating the solution, as it provides many benefits
for the team and for the application itself.

6.2 Limitations
The work in this thesis is limited to the application developed by Bosch and its associated sen-
sor. Currently, it is only limited to the Android operating system, and many mobile phones
are removed from the focus. Bosch SensorTec and Bosch, in general, implement extensive
security practices. These are great for the company’s protection but also affect the choice of
framework to implement. Integrating a framework that requires many different dependen-
cies, accesses, and installations into its existing ecosystem is much harder to integrate and
might not even work.

The test cases themselves were chosen from the test cases provided through TestRail. Tes-
tRail is a test management platform where it can specify test cases and their ID:s, expected
outcomes, and other qualities. Unfortunately, many of the test cases of the ones available to
implement required the use of a sensor connected via Bluetooth. This would require either
injection of Bluetooth data or some kind of manual robotic arm that would carry out the
movements required. Unfortunately, this was not available at the time of the thesis, and as
such, these test cases are not included in the thesis.

Some of these tests would be lengthy time-wise. It is possible these tests would require
additions to the code such as a wait or sleep, however, this should not increase the complexity
of the code in a substantial way and should in turn not make the maintenance more extensive
for these kinds of tests.
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Many of the tests rely on a Bluetooth-connected sensor that inputs data to the applica-
tion. A way to inject Bluetooth data is being developed at Bosch, but at the moment the use
of the sensors could lead to failing tests, as it is prone to rebooting and crashing. If this hap-
pens during the automated execution, then many tests would fail and the execution would
need to be restarted.

Regarding the validation and in turn data collection, every execution was carried out
solely by myself. As such, it is possible that the data is influenced by the knowledge gained
from carrying out several executions of the manual testing sequentially. All executions were
carried out on a singular emulator. In the future, should the project grow even larger, there
might be several dedicated devices running the tests simultaneously, which in turn could
possibly influence the effectiveness of the solution.
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Chapter 7

Conclusion

In this thesis, the possibilities and qualities of test automation for mobile phones have been
explored, implemented, and evaluated. The focus areas have been regarding return on in-
vestment for implementing as well as maintaining the solution, and what that maintenance
could be defined as. The results include a set of requirements for the solution (RQ2) gained
both through interviews regarding concerns with the solution within the team (RQ1) and
the literature study, as well as a working proof of concept where both the test automation
framework and test cases have been implemented. A connection to Jenkins and the emerging
pipeline at Bosch SensorTec was considered out of scope. Still, there was enough time for the
implementation that, in the end, was achieved together with a colleague at Bosch. The proof
of concept is now being used in production, and more test cases are being developed.

Return on investment is defined and is able to both be able to save time and free up re-
sources, among other benefits for the team. In general, automated tests are 40% faster than
the current manual testing. On the other hand, increased confidence in the code thanks to
the tests pointing out bugs and improved release quality are boons of the implementation
that are not of time-wise and, in turn, monetary value. (RQ3)

Regarding maintenance of the implemented solution, it does not seem to be that large
of an issue with the test cases currently implemented. Five versions of the application were
tested, and the maintenance required between them was investigated. Analysis of the types of
test cases available and their possible maintenance going forward is also presented. However,
the software is almost always changing in one way or another, and applying maintenance to
the code will always be required. Preventative measures that are possible to use to reduce
maintenance are also presented. (RQ4)

Connecting the solution to the existing technology ecosystem at Bosch (Jenkins etc.) was
not part of the scope. Still, as there was some space in the time staked out for the imple-
mentation, this was also achieved together with a colleague at Bosch. As such, the solution
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is actively used in production and is being run regressively on any updates to the repository
containing the application.

7.1 Future work
This master thesis has been researching mobile testing, especially the automated kind. As
it stands now, almost all the approaches to this are somewhat code-related, using element-
based objects to interact with the application. Further research could head into visual GUI
testing. Unfortunately, it has not yet made (seemingly) any impact in the industry. Still,
it is promising as it does not require the person constructing the tests to possess any larger
technical or programming knowledge. At the same time, the implementation time is shorter
than the DOM-based equivalent.

Many of the test frameworks on the market, such as TestProject, are advertising them-
selves as containing artificial intelligence and machine learning to make the testing faster,
smoother, and (according to them) reduce maintenance on the code. However, as seen in
the research, one of the most significant problems with test automation is still maintenance.
Some future research into these could be comparing the frameworks themselves and how
much of a difference there is in maintenance when the AI/ML is disabled compared to being
active. Does it affect the actual outcome, or if it is primarily a marketing gimmick using
buzzwords?
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Figure 1: Generated Python code from the test case in Figure 4.1
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Figure 2: Example of a report of test execution using TestProject
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Figure 3: Example of test flows followed for manual testing
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Test automation benefits and concerns
in a mobile setting

POPULÄRVETENSKAPLIG SAMMANFATTNING Martin H Tomičić

Software testing is a way to check that a program works as intended; it is, however,
time-consuming. So is it worth investing in automating the tests for a mobile appli-
cation? My findings say yes! Some benefits include a 40% decrease in time spent
carrying out tests, released resources, and increased confidence in the code.

Software testing is a challenging task no
matter the project and can take up considerable
resources. Automating the testing is a solution
many turns toward in the industry. While
automating the testing has its boons, the imple-
mentation can be costly, and the solution needs to
be updated whenever new features are added. At
Bosch SensorTec in Lund, they develop physical
sensors for different uses, such as fitness tracking,
and mobile applications to pair them with. One
of these applications has outgrown its scope, and
the current manual testing of the application
has grown cumbersome and resource-draining.
Bosch wanted an automated solution to lessen
the testers’ load to address this. However, they
had concerns regarding the maintenance of the
implementation of the solution and the possibility
of a return on investment.

Results of this thesis, carried out at Bosch Sen-
sorTec and on one of their applications, as well as
research into mobile automation testing, include:

• An analysis of the current state of testing in
the project and what concerns the team mem-
bers have regarding automated tests. Devel-
opers saw few issues, while the testers were
wary about the costs, possible maintenance,

and relying too much on only the automated
tests to say that the application works as it
should.

• A list of requirements the solution needs to
follow in granting as much benefit to Bosch
and the team as possible.

• A validation of the solution presents an (on
average) 40% reduced execution time of the
testing, resources being released within the
team, and increased confidence in the code.

• An analysis of the maintenance of the auto-
mated tests, a presentation on different types
of test cases and their possible maintenance,
and describing some preventative measures to
lessen the time spent on correcting tests.

By collecting data on different versions of the
application for the validation, a critical fault was
found in the latest version that inhibited a main
feature of the application. This had not been de-
tected yet and shows one of the considerable ben-
efits of using automated tests for regression test-
ing: test your already existing code base whenever
something is changed to ensure nothing already
existing has been broken.
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