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Abstract

The emergence of machine learning based text-to-speech systems have made fully automated customer

service voice calls, spoken personal assistants, and the creation of synthetic voices seem well within reach.

However, there are still many technical challenges with creating such a system which can generate audio

quickly and of high enough quality. One critical component of the typical text-to-speech pipeline is the

vocoder, which is responsible for producing the final waveform in the process. This thesis investigates

solving the vocoder problem using a statistical framework called diffusion, which is used to teach a neural

network to sequentially transform noise into recorded speech. Experiments are done by extending the

framework with three different theoretical improvements, and evaluating a range of different diffusion-

based vocoders which use these improvements with respect to inference speed and audio quality. In

addition to this, a new variant of one such improvement is proposed, called a ”variance schedule”, which

is shown to perform on par with previously adopted methods. Greater training stability is also achieved

via methods inspired by diffusion models for image generation. The extensions of the framework are found

to have a mostly positive effect on model performance, and audio is shown to be able to be generated at

a quality equal to current state-of-the-art vocoders based on Generative Adversarial Networks, but not

at the same speeds. Furthermore, we find that it is possible for a diffusion-based vocoder to achieve a

12 times speed up while retaining a comparable audio quality, and are convinced that further speed ups

are possible. Inference for a real-time text-to-speech application is thought to be viable using a graphics

processing unit, but not a central processing unit1.

1For listening examples, see: lukasgardberg.github.io/thesis-examples
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Chapter 1

Introduction

In recent years, the amount which humans utilize software systems for communication has increased

significantly. Ranging from the early beginnings of email, text messaging, and cellular calls, to modern

voice and video chats through mobile applications. However, as these technologies have progressed, so

has our ability to automate parts of the interaction. Be it pre-recorded messages, selecting an option on

your keypad, or automatically generating responses to emails.

One such area of innovation is spoken conversation, where modern communication software strives to

make the interaction personal by developing systems that are adaptable with regards to the human

on the receiving end. Such a system needs to be able to understand the chosen medium, interpret

what the human is communicating, and respond appropriately. This entails a level of natural language

understanding as well as the ability to generate a natural sounding spoken response, and is an active

research area.

Efforts have historically aimed to mimic the biological systems which give rise to speech in humans, either

mechanically [66], or through formant synthesis and vocal chord modelling [17]. Significant progress has

also been made using rule- and expert-based systems which incorporate knowledge from experts (such as

linguists) in order to achieve natural speech [31]. In addition to this, concatenative speech synthesis has

also produced promising results, and is based on stitching together pre-recorded audio clips in order to

obtain a target pronunciation. However, all of these methods exhibit several drawbacks, e.g. in the form

of limited flexibility, heavy reliance on human knowledge, and varying naturalness of speech [61].

In order to overcome these challenges the use of statistical parametric speech synthesis (SPSS) has grown,

which aims to model the varying processes in speech using parameterized models and large amounts of

data. This approach is usually divided up into three steps: text analysis, parameter prediction (acoustic

model), and synthesis (vocoder), as shown in Figure 1.1. The first step involves processing the text to

be spoken, which includes e.g. normalization, segmentation, and phoneme conversion, which gives more

detail to the pronunciation of the text. Secondly an acoustic model is tasked with generating computer

processable acoustic features, which can be seen as a compact representation of the characteristics of
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the audio. Lastly a vocoder model generates audio (e.g. an audio file) based on prior acoustic features

[73, 61].

Figure 1.1: Schematic overview of common text-to-speech components. The three blocks are typical

intermediate steps, where an example of intermediate representations are shown above. The input text

which speech is to be generated for is first analyzed to produce linguistic features. The example shows

International Phonetic Alphabet (IPA) Symbols generated for the text ”In good printing”. These are

then fed into an acoustic model outputting acoustic features, in this case a mel spectrogram. Lastly the

acoustic features are converted into audio using a vocoder model.

Many of these ideas persisted in tandem with the rise of deep learning and the utilization of increased

computational power. Neural networks have thus successfully been incorporated into all stages of SPSS

[71, 4], and research has since moved towards a fuller end-to-end approach [43] which has seen great

success in several other areas [34, 10, 74]. This has popularized the term neural text-to-speech, where

”end-to-end” refers to the task of generating speech directly from text, using no direct intermediate

representations.

The recent rise of text-to-speech technologies is also of great interest to companies which handle customer

service interactions. One such company is Sinch, which this thesis is done in collaboration with. Sinch

has a number of products which enable automated and personalized customer service, both through text

and audio. The main appeal of voice driven customer service is that it can provide a more personal

experience for the customer, as well as allow access to such services to a wider range of users in a more

cost effective way. However, there are still many technical challenges with creating such a system, e.g.

generating audio at at high speeds and of high enough quality.

This thesis focuses on the last step of the process, the vocoder, and the challenge of creating high-quality

audio using prior acoustic features. Special weight is put on diffusion-based vocoders, and the aspects

which currently limit such models from generating audio quickly.

1.1 Previous Work

The first vocoder based on neural networks is WaveNet which was proposed in 2016 [43]. Contrary

to spectrograms it uses linguistic features directly as inputs in order to generate audio on the sample

level. It is also autoregressive, meaning that each sample is conditioned on all previous ones, and that
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audio therefore is generated in a circular fashion by feeding in past outputs to the input. The backbone of

WaveNet is the 1-D causal convolution layer, which provides learnable filters applied only on past samples

relative to the current one. In addition to this, dilation is also leveraged in order to provide the filters with

a wider receptive field and achieve greater efficiency. It is worth noting that one of the main drawbacks

of WaveNet and similar autoregressive models is that waveform generation is not parallelizable, therefore

resulting in a longer inference time via the inherent sequential nature. Several efforts have been made in

order to reduce that time, for example through pruning or caching [27, 44].

Later progress involved developing a fuller end-to-end sequence-to-sequence approach with Tacotron [67]

and Tacotron 2 [55]. The proposed encoder in the first version addressed the limitations of using complex

linguistic features, and instead aimed for a transformer-based model which produces mel spectrograms

from character sequences. The vocoder part involved simple Griffin-Lim reconstruction, and was later

improved in the second iteration. The improvement consisted of replacing the non-parametric vocoder

with a WaveNet-based neural network which could be trained separately to the encoder to produce audio

from mel spectrograms.

Following the advancement of using a neural network-based vocoder, several different directions have

been taken. One of the main problems addressed is creating a non auto-regressive model, and speeding

up inference through parallelizable architectures. One such family of models used as vocoders are flow-

based models. These utilize a normalizing flow which iteratively transforms a simple distribution into

a complex one (i.e. the distribution of speech data) using a series of invertible mappings, and can thus

achieve an approximation of a target posterior distribution [52]. For example, WaveGlow [48] is a flow-

based vocoder which combines progress from Glow [30] and WaveNet to non-autoregressively generate

audio above 16kHz faster than real-time.

In addition to this, generative adversarial networks (GANs) have also been utilized as vocoders [20].

The principle behind a GAN is to jointly train a generator network to generate samples from noise, and

a discriminator network to determine if a candidate sample is real or synthesized. Examples include

WaveGAN [15] which relies on a deep convolutional neural network as the generator, and improvements

such as GAN-TTS [9], and HiFi-GAN [32] which leverage techniques such as multiple discriminators and

augmented loss functions. Such models are able to generate high fidelity audio effectively using only a

single forward pass, but have been shown experimentally to be difficult to train (e.g. mode collapse)

and are not able to produce likelihood estimates as a consequence of the architecture. However, they are

widely considered to be the state-of-the-art in terms of inference speed.

The main model considered in this thesis is DiffWave [33], which is the first diffusion-based vocoder, char-

acterized by it’s audio-specific architecture and conditioning on spectrograms generated by an acoustic

model. The model is decribed in further detail in section 2.3.1.
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1.2 Problem statement

The goal of this thesis is to explore the usage of denoising diffusion probablilistic models as vocoders,

what aspects are favorable or limiting in real-time applications, and how they compare to other current

machine learning-based models for speech generation. Here ”real-time” refers to a system which can

generate speech at approximately the same rate which humans speak. From the model’s perspective we

will consider this to correspond to the ability to generate an audio clip in less time than its duration,

which is necessary for a text-to-speech system to be usable without too much delay. To achieve this, the

aim is to answer the following questions:

• How does inference speed and generated audio quality compare to a GAN-based vocoder?

• How do the following aspects affect inference speed and audio quality?

– Variance schedule

– Time-step importance sampling

– Noise prior

• How does a vocoder trained on audio from one speaker generalize to another?

• Can such a model generate audio faster than real-time?

Inference is here defined in the machine learning sense, which corresponds to the process of performing

prediction on new data, i.e. generating audio from spectrograms. The inference speed therefore refers to

how quickly the model can perform prediction.
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Chapter 2

Theory

This section introduces the major theoretical building blocks needed to understand diffusion models, as

well as tools and techniques related to the vocoder problem. The processing and analysis of audio signals

is covered, including the three different waveform-, spectrogram-, and mel spectrogram-representations.

In addition to this, a brief introduction to machine learning and learning algorithms is given in order

to provide context for the modelling and optimization methods used. Lastly the diffusion framework is

presented along with current limitations and challenges, as well as a discussion on suitable evaluation

methods for generative models for audio.

2.1 Sound & Signals

The natural representation of a sound, and what our human ears have evolved to perceive, is a repetitive

increase and decrease in air pressure in the form of an acoustic wave. The source of a wave can for

example be a vibrating membrane whose movement sets air into motion, such as our vocal cords. Each

sound possesses a certain frequency representing how many times the acoustic wave compresses and de-

compresses (oscillates) per unit of time, and is measured in Hertz (Hz). Humans have evolved to perceive

sounds with a frequency between 20 Hz and 20 kHz, where sounds outside of this range are inaudible to

us. Sound is most commonly recorded via a microphone in which a fixture is displaced by the propagating

wave. The component inside the microphone is configured to induce an electrical signal representing the

movement of the air.

In order to represent such an analog signal digitally, its value (the amount of voltage or current) is

measured at a certain rate, i.e. sampled, where the discrete measurements are represented using quantized

amplitude values such as floating point units. The rate at which the signal is measured is called the

sample rate fs (Hz). As a consequence of the Nyquist-Shannon sampling theorem a digital signal can

only represent an analog signal without distortion (aliasing) if it is sampled with a sample rate at least

double the frequency of the highest frequency in the analog signal. For example, a signal sampled at 44
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100 Hz can at most adequately represent an analog signal of 22 050 Hz, making it an appropriate sample

rate for human hearing. If distortions such as noise or other unwanted sounds end up in an audio signal

they are often times called artefacts.

Mathematically it is possible to represent an audio signal in several ways. One form suitable for theoretical

analysis is to define it as a function x : R→ R, where x(t) represents its amplitude at a real valued time-

point t ∈ R. However, in practice measured signals are not defined at infinitely many points, but are

rather of limited size as a consequence of the time interval over which they were sampled being finite. We

define such a real-word signal as a vector x = [x[0], . . . , x[L− 1]]T ∈ RL which consists of L real-valued

amplitude samples indexed from 0.

2.1.1 The Short-Time Fourier Transform

For the task of analyzing the frequency contents of signals such as audio, the Fourier Transform is a

common and useful tool. Given a signal x : R→ R its transform x̂ : R→ C is defined as

x̂(f) =

∫ ∞

−∞
x(t)e−i2πft dt, (2.1)

for a specific frequency f ∈ R. The resulting function x̂ provides amplitude and phase information of

each frequency contained in x in the form of the absolute value and the argument of the resulting complex

number. Intuitively the Fourier Transform can be interpreted as a measure of how correlated a signal

is with a sinusoid of frequency f . Once x̂ has been obtained, it is also possible to perform an inverse

transform

x(t) =

∫ ∞

−∞
x̂(f)ei2πft df (2.2)

in order to recover the original signal x under certain conditions.

As earlier described, signals are often represented as sampled values at discrete time points in contrast to

a real valued function. The respective transform for a discrete-time signal x = [x[0], x[1], . . . , x[L− 1]]
T

is the Discrete Fourier transform (DFT), which is defined as

x̂[k] =

L−1∑
n=0

x[n]e−i 2π
L kn, (2.3)

resulting in a new complex valued vector x̂ = [x̂[0], . . . , x̂[L − 1]]T where x̂ ∈ CL. Worth noting is that

both these transforms analyze the complete signal all at once which yields a static spectrum, and can thus

be ill suited for signals whose frequency content change over time. An example of such a changing signal

is recorded speech, where the pronunciation of different vowels and consonants in the form of sustained

and plosive sounds result in a dynamic frequency distribution.

In order to account for this variability the signal can instead be analyzed at several overlapping individual

segments. This is done by windowing the signal with a window function w which is zero outside of a

set width. In practice this function is represented as a vector w = [w[0], . . . , w[l − 1]] ∈ Rl typically of
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length l < L. The resulting transform of such a windowed signal gives a representation of the frequency

content of that particular segment, allowing several such windowed transforms to be combined into a time-

dependent frequency distribution. This process is performed using the Short-Time Fourier Transform

(STFT), which for a signal x and window function w is defined as

STFT {x} (k,m) = Y [k,m] =

L−1∑
n=0

x[n]w[n−m]e−i 2π
L kn. (2.4)

Here k represents the frequency bin index, and m the time frame index. The result of the STFT is a matrix

Y ∈ CK×M of complex numbers Y [k,m] for each frequency and time index. However, this representation

is impractical for humans to analyze manually through e.g. visual inspection. One approach of reducing

the complexity and obtaining a visual representation is to calculate the spectrogram S, which is defined

as the element-wise squared magnitude of the STFT matrix Y , i.e.

S[k,m] = |Y [k,m]|2 . (2.5)

Each resulting element S[k,m] is thus a real value, which enables Y to be displayed as an image. One

important aspect of this simplification is that when the entries of the complex matrix Y are squared,

some phase information of the signal is lost (the arguments of the complex numbers), and a lossless

inverse transform is no longer possible. This leaves the power spectral density, which can be seen as a

representation of how the energy is divided between the different frequencies over time. An example of a

speech recording and its spectrogram can be seen in Figure 2.1.

Figure 2.1: Waveform, Spectrogram, and Mel Spectrogram representation of ”In good printing, the spaces

between words should be as near as possible equal”. The x-axis denotes the time in seconds, and the y-axis

denotes the frequency- and mel-bins for the spectrogram and mel spectrogram. The mel spectrogram

contains fewer bins than the spectrogram as a result of the choice of 80 mel filters, but that we observe

a more detailed resolution for the speech components of the signal. A brighter point represents a larger

magnitude.
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One notable aspect of the STFT is that the resolution of Y in both time and frequency is related to

the choice of window w. For a wider window a greater frequency resolution is achieved, meaning that it

becomes easier to distinguish between components which are close in frequency. However, a wider window

results in worse time resolution, as fewer windows are needed to cover the entire signal. Conversely a

narrow window gives better time resolution as the DFT is calculated at more time steps, but a worse

frequency resolution.

2.1.2 The Mel Spectrogram

When analyzing a signal using the STFT the resulting complex matrix Y contains information about

its frequency content for each linearly spaced frequency k. However, it is widely understood that the

human perception of the distance between two different frequencies is not linear, as experiments have

shown that this distance gets larger for higher frequencies [59]. This is characterized by the mel-scale,

which can be used to transform a linear frequency scale into one that is adjusted for human hearing.

Transforming a spectrogram according to this scale results in a mel spectrogram, and provides a higher

frequency resolution for the range of frequencies in which human speech is centred. Such a transform

which maps a frequency f in Hertz into mels is defined as

f 7−→ 2595 log10

(
1 +

f

700

)
. (2.6)

Also worth noting is that the transform compresses higher frequencies and expands lower ones through

it’s logarithmic transform. The result can be seen as a representation which is closer to how the brain

processes sound, and is thus better suited for representing human speech.

In practice a mel spectrogram is obtained using a mel-frequency filter bank. For each time step in the

spectrogram, each mel coefficient is obtained by multiplying the corresponding spectrum with a band-pass

filter, such as a triangle window. For e.g. 80 filters this results in 80 mel components, corresponding to

the y-axis of the mel spectrogram in Figure 2.1. The band-pass filters are chosen to be linearly spaced in

the mel-scale, meaning that frequencies are equal distances apart in terms of how they are perceived by

humans. The process of transforming a magnitude spectrogram S of size K ×M into a mel spectrogram

Smel of size Kmel ×Mmel can be defined as M : S 7→ Smel. An example of a mel spectrogram can be

seen in Figure 2.1, and for the specific mel spectrogram settings used in experiments, see section 4.

Overall the mel spectrogram provides a natural way of representing human speech in a format which is

processable by computers. Importantly it is a more compressed representation of the audio. For example,

the waveform in Figure 2.1 contains around 120 000 samples, while the corresponding mel spectrogram

shown only contains around 38 000, which is roughly three times as few. In practice the actual size in

memory would depend on other aspects such as floating point precision, but it nonetheless highlights one

of the main favourable qualities of the representation.
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2.1.3 Spectral Flatness

One useful application of spectrograms is using them to measure distances between signals. It is in

many situations valuable to quantitatively be able to determine how similar two signals are by comparing

their spectrogram representations, instead of their signals directly. For example, being able to determine

how close a signal is to Gaussian noise. One such measure is spectral flatness (SF) which measures how

tone-like a signal is in contrast to noise-like. In this context ”tone-like” can for example describe a more

resonant signal with more peaks in its spectrogram, such as a speech recording.

The SF is defined as the ratio between the geometric and arithmetic mean of the spectrogram of the

signal at each time frame m. This means that the maximum value of 1 is reached when the geometric

mean is equal to the arithmetic mean, which occurs when the spectrum of the specific time frame is flat,

i.e. white noise. For a magnitude spectrogram S consisting of K frequency bins and M time frames, as

defined in equation (2.4), the SF of frame m can be defined as

SF(m) =
GM(m)

AM(m)
, GM(m) = K

√∏
k

S[k,m], AM(m) =
1

K

∑
k

S[k,m]. (2.7)

Intuitively this gives a measure of how similar each frame of the spectrogram is to white noise. A

single measure of a signal’s flatness can then be obtained as the mean SF over all frames, i.e. MSF =
1
M

∑
m SF(m) [40, 16].

2.1.4 The Phase Reconstruction Problem

Say a spectrogram representation of a signal has been obtained, but the original signal is no longer

available. How would one go about recreating the original signal? This is called the phase reconstruction

problem, which refers to the fact that if the original phase of the signal is reconstructed the signal can

easily be recovered. For the last step of the process in Figure 1.1 this type of reconstruction is required

in order to obtain the final audio, and is the main problem considered in this thesis.

As described in sections 2.1.1 and 2.1.2, signal information is discarded both in the complex- to real-

valued spectrogram computation, as well as the mel-frequency filter bank transformation. Considering

the problem of recovering a signal x from its mel spectrogram, the mel spectrogram is first obtained

through an STFT, a magnitude transform, and a transform M. The heart of the phase reconstruction

problem lies in being able to invert this process using a vocoder in order to recover a signal x̃ ≈ x. This

series of transformations is depicted in Figure 2.2. Note that a mel spectrogram is obtained directly from

the available ground truth signal when training a statistical model in the form of a vocoder, whereas

during inference for text-to-speech it would be provided by an acoustic model, as shown in Figure 1.1.
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Figure 2.2: The process of obtaining a mel spectrogram Smel from an original signal x, and recreating it

using a vocoder. The signal is first transformed using a Short-Time Fourier Transform, which is depicted

using a bidirectional arrow to emphasize its invertibility. A spectrogram S is then obtained though a

magnitude transform, followed by a mel spectrogram Smel via a transform M. These transforms are

shown as unidirectional since they are non-invertible. Lastly the vocoder performs the inverse mapping

to obtain x̃. This procedure is followed during training of the vocoder model in order to generate training

data, whereas during inference the mel spectrogram is generated by an acoustic model.

At a first glance modelling such a transformation may seem impossible through a lack of information.

However, previous research has shown both experimentally and theoretically that the problem is tractable

by e.g. utilizing a number of underlying connections between the phase and the magnitude of the

spectrogram, or learning the mapping via large amounts of data [28, 1, 22, 5].

Historically there have been many different approaches to solving the phase reconstruction problem. It is

evidently of special interest for text-to-speech applications because of the need to transform the acoustic

features generated by an acoustic model into audio. The main focus in this thesis is on learning the

inverse mapping needed for reconstruction through a statistical model trained on a large amounts of mel

spectrogram and audio pairs. However, popular preceding methods were often data-agnostic and instead

exclusively relied on numerical optimization or instrinsic assumptions about the signal, which here can

be used as a baseline [63, 21].

2.1.5 Griffin-Lim reconstruction

The Griffin-Lim (GL) vocoder is a traditional approach used to recover an audio signal from the magnitude

of its STFT. More specifically, it is based on reducing a simple mean squared error between the magnitude

of the STFT of the estimated signal x̃ and the original magnitude representation, i.e the spectrogram.

The number of iterations can manually be adjusted to achieve a better reconstruction. The algorithm

was originally proposed in 1984 and has since then been used as a baseline in several previous vocoder
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studies [67, 48]. It provides a simple and non-parametric way of solving the phase reconstruction problem

[21, 2].

2.2 Learning Paradigms & Generative Models

Having now established the main problem which a vocoder aims to solve, focus will shift to machine

learning concepts such as neural networks and backpropagation, which are important building blocks

heavily relied on by modern vocoder models. The following sections introduce these concepts, as well as

what part they play in the creation of a diffusion-based vocoder.

Some of the first attempts to solve the phase reconstruction problem consisted of, as mentioned earlier,

methods which mainly relied on signal assumptions and numerical optimization, and more importantly

only considered a single signal at a time. The alternative emergent approach is to instead attempt to learn

the mapping by using information from a large amount of samples in the hope of achieving a solution

which performs better in general. The process of creating a statistical model to solve a task by observing

data is one way to define machine learning. It has become especially prominent today thanks to more

data being readily available, and an increased capability of performing large-scale computation, especially

in parallel.

Historically the most common learning framework is supervised learning. Given a set of pairs of samples

(e.g. audio signals) x ∼ q drawn from a data distribution q and labels y, the goal is to learn the

probability of a sample x having label y, i.e. q(y | x). The term ”supervised” is used because the ground

truth label y needs to be assigned by a human, essentially supervising the learning. Because the data

of interest often times is high dimensional and possesses a complex structure it is impossible to obtain

q(y | x) explicitly. Therefore an approximate model qθ(y | x) is used to estimate q(y | x), where θ are

the parameters defining the model to be learned. A common goal of supervised learning is to be able to

classify samples x into one of several categories, such as if an image represents a cat or a dog, or if an

audio recording consists of a dog barking or a cat meowing [19].

Related is the task of unsupervised learning which aims to approximate the original underlying data

distribution q(x) which the observed data stems from. This is similarly done through an approximate

model qθ(x) which estimates q(x). The goal of unsupervised learning is often to be able to generate new,

unseen samples from q(x) using qθ(x), and is the specific sub-field especially considered in this thesis,

coined generative models. In certain cases it may be desirable to obtain explicit probability values q(x),

e.g. for comparing the negative log likelihood between models (see section 2.2.2). However, in the context

of generative models weight is rather put on being able to generate new ”realistic” samples which follow

the original probability distribution as closely as possible, allowing q(x) to only be available implicitly

[18]. Evaluating such a model is further discussed in section 2.4.

Closely tied to unsupervised learning is self-supervised learning. Instead of using a human-made learning

signal y, a model is trained by withholding some information from the data, which then is to be predicted

using the remaining available data. In this way the learning signal instead comes directly from the

14



data set, which is why the model can be considered to supervise itself. For example, both language

models and speech recognition systems can be trained through input masking where the model is tasked

with predicting a removed part of a sequence given the preceding data, such as a sentence or a waveform.

However, there is not a clear boundary between self-supervised and unsupervised learning, and the chosen

vocoder model framework can therefore both be considered unsupervised and self-supervised [7, 14].

In the case when labels y exist, it is also possible to create a generative model which estimates q(x | y),

i.e. conditions on the label. In the case of generating cat and dog sounds, one could imagine the model

to be conditioned to either generate audio of a dog or a cat by feeding the label into the model during

sample generation. The idea of learning both tasks jointly and guiding the sample generation via a label

is that the model can learn patterns common to both tasks. In practice the information a generative

model is conditioned on does not have to be a label or a category, and can just as well be any other type

of data which provides the model with an informative signal which limits the range of data considered.

In the context of vocoders and the phase reconstruction problem, the vocoder is conditioned on acoustic

features such as a mel spectrogram when performing the task of generating speech, which one can imagine

limits the number of plausible audio sources significantly.

2.2.1 Neural Networks

In order to obtain a good enough approximation qθ(x) ≈ q(x) the first step is to choose a function qθ

which is able to capture the complexity of q adequately. For example, if we know that x is drawn from a

normal distribution, i.e. q(x) = N (x | µ,σ2) it is reasonable to choose a model qθ(x) = N (x | µθ,σ
2
θ).

In fact in this case one can show that we can obtain an approximation which is arbitrarily close to q

with enough data. However, that is not true for any type of distribution q, and it becomes significantly

harder to come up with or even reason about what type of distribution a sample stems from when the

data is more complex. Loosely speaking, we can say that the capacity of the chosen model qθ is limited

since it is restricted to modelling normally distributed data. Conversely we would say that a model which

can capture more complex data distributions, i.e. approximate more complex functions, has a higher

capacity. One model with such capability is the neural network.

A neural network consists of a combined number of functions which are chained together to produce

an output. The main idea is to obtain a function with higher capacity by combining several non-linear

functions with lower capacity. One such basic function is the perceptron. Given an input vector x =

[x0, . . . , xL−1]T, which e.g. can represent an audio signal where each element xk = x[k] (as defined in

section 2.1), a perceptron takes one or more inputs xk, performs an affine transformation, and then

passes the combined value through an element-wise non linear activation function φ. A perceptron k is

parameterized by its multiplicative weights wk and additive bias bk. The output hk can be written as

hk = φ
(
wT

k x + bk
)
, θ = {wk, bk}. (2.8)

Several of these perceptrons can be stacked and their output combined in order to form a layer, where

the number of perceptrons in the layer is called the width. The layer will then have an output for each
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perceptron, which can be written in vector form as

h = φ
(
W Tx + b

)
, θ = {W , b}, (2.9)

where each perceptron in the layer takes in all inputs x from the previous layer, making it fully connected.

Here W is an L × P -matrix, where P is the number of outputs hk, where each row k represents the

multiplicative weights of perceptron k. The output h and bias b are both column vectors of length P .

For example, the outputs of the ”hidden layer” h of the network shown in Figure 2.3 is calculated as

 h0

h1

h2


︸ ︷︷ ︸

h

= φ


 w0,0 w0,1

w1,0 w1,1

w2,0 w2,1


︸ ︷︷ ︸

WT

[
x0

x1

]
︸ ︷︷ ︸

x

+

 b0

b1

b2


︸ ︷︷ ︸

b

 , (2.10)

where wk,j corresponds to the weight of perceptron k on input component j. Consequently it is possible

to both extend the neural network by increasing the width of the hidden layer, or adding more hidden

layers (i.e. increasing the depth). Both the depth and width extension provides the network with more

learnable parameters, and thus increases its capacity. Creating such a network with several layers is often

called a multilayer perceptron (MLP) and can be considered the cornerstone of the field deep learning,

which deals with MLPs of considerable depth.

The neural network or MLP architecture provides an effective way of adjusting the capacity of our

approximating function. In fact it has been shown that neural networks are universal approximators,

meaning that they can approximate (almost) any function or probability distribution arbitrarily well

provided either unlimited depth or width [24, 38]. However, if the model is given too much capacity it

is possible for the model to essentially memorize the training examples. This is called overfitting, and

wants to be avoided as it hurts the model’s ability to generalize to unseen data. Their flexible capacity

is nonetheless one of the main reasons for their widespread usage, but the process of actually obtaining

such an approximation is an entire challenge of its own, and has arguably been one the main areas of

research focus within the field in recent years.
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Figure 2.3: A depiction of a simple neural network with two inputs, a single hidden layer with a width of

three, and a single output. Each hidden value hk is calculated via equation (2.8). The right side of the

Figure shows the network written in vector form.

Even though the ”vanilla” neural network architecture can in theory approximate almost any function,

doing so effectively using a limited number of weights is hard, as well as obtaining an approximation

which generalizes to unseen data. One approach of easing the learning process is to adapt its architecture

to the modality of the data. This has for example been done for images via the convolutional neural

network (CNN) [36]. Its structure is based on the assumption that the relationship between samples (e.g.

pixels) is highly local, and thus only considers a subset of the input at a time compared to regular fully

connected networks. This subset is often times in the form of a filter which is moved across the signal

and used to calculate an element-wise product at each position. In the image case the filter can be of

shape D ×H ×W , where D,H and W represent the size of the depth, height, and width of the filter.

For a one dimensional signal it is usually of the shape 1× F , where F represents the length of the filter.

Its strength lies in the fact that the filters consist of learnable weights, which allows the network to learn

what types of features should be recognized, compared to a fixed, hand-made convolutional filter. It is

also especially powerful since chaining together several convolutional layers allows the network to learn a

hierarchy of features which can aid the learning process additionally [19].

Because the same filter is used at several positions in the input signal, the network achieves a higher

parameter efficiency. However, it can still be costly to increase the size of the filter in order to be able

to capture ”larger” features. One way of mitigating this is through dilated convolutional filters, which

do not consider a dense subset of samples, but instead consist of repeated skips. This results in a less

fine grained filter with ”holes” in it, but allows the network to achieve a wider receptive field using fewer

parameters [70, 43]. In addition to this there are many improvements and tricks which have emerged

to effectively train neural networks, including residual connections, different activation functions, layers,

and architectures. For more specific information regarding the techniques used in the mentioned models

we refer the reader to the respective papers [33, 37, 43, 61].
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2.2.2 Learning Algorithm

Say that we now have chosen a model defined by a set of parameters θ. For the specific problem we’re

considering we assume we have collected a number of samples x(i), which in the vocoding case can for

example be vectors representing audio signals of speech. We denote the set of all such observed examples

the training set X = {x(i)}Ni=1 of size N . All such samples are assumed to be independent and identically

distributed stemming from a data probability distribution x(i) ∼ qdata. In the context of generative

modelling we want to be able to draw new samples which probability distribution follows the underlying

distribution qdata as closely as possible. In other words, we want to be able to generate speech which

sounds like the speech we have observed. However, as qdata is impossible to sample from directly, it needs

to be estimated. This is thus the goal of our choice of model qθ, which parameters θ we want to iteratively

adjust until we obtain a good enough approximation. In order to do this a definition of what a ”best”

model means is needed, i.e. a sense of in what direction to update the model parameters. One way of

defining such an optimal model with parameters θ∗ is through the maximum likelihood estimation of θ,

which is defined as

θ∗ = argmax
θ

N∏
i=1

qθ

(
x(i)

)
= argmax

θ

1

N

N∑
i=1

log qθ(x) = argmin
θ

[−Ex∼qdata log qθ(x)] . (2.11)

One way of interpreting θ∗ is as the parameters of the model which make our observed data X the most

probable. Here qθ(x(i)) represents the probability of observing x(i) given the model parameters θ, i.e.

the likelihood. Evaluating (2.11) can also be interpreted as minimizing the dissimilarity between our

chosen model distribution qθ and the observed data distribution qdata. Thus adjusting our parameters θ

to be closer to θ∗ will result in a model which better represents qdata. Performing such an optimization

is equivalent to minimizing the Kullback-Leibler (KL) divergence. The KL divergence provides a way to

measure how different two distributions P and Q over the same variable x are, and is defined as

DKL(P | Q) = Ex∼P

[
log

P (x)

Q(x)

]
= Ex∼P [logP (x)− logQ(x)] . (2.12)

It is often thought of as a distance metric between distributions. However, it is not symmetric, and

therefore cannot be considered one (hence the name divergence) [19]. We can specify The KL divergence

between the data distribution and our model distribution as

DKL(qdata | qθ) = Ex∼qdata [log qdata(x)− log qθ(x)]. (2.13)

As log qdata(x) does not depend on θ, it is easy to see that minimizing (2.13) w.r.t. θ is equivalent to

minimizing the expression in (2.11). Because of this changing θ to reduce − log qθ(x) will result in a model

which closer approximates the target distribution qdata. This expression is usually called the negative log

likelihood, denoted by

L(x, θ) = − log qθ(x), (2.14)

which is a common way of measuring the model’s estimation. Many times it is also simply called the loss

of the model. The average loss L(θ) for the entire training set X and a specific set of parameters θ can
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be calculated as

L(θ) = Ex∼qdata L(x, θ) =
1

N

N∑
i=1

L(x(i), θ). (2.15)

The model is trained through gradient descent which updates the parameters of the model by taking a step

in the negative direction of the gradient of L w.r.t. θ. However, for a large data set it can be costly to use

every data point in the training set to calculate the gradient in every step. One solution is to instead use

a random subset of the training set in each calculation, essentially estimating the expectation in equation

(2.15). This method is called stochastic gradient descent, whose inherent randomness has actually shown

to be favourable in several ways to the learning. Forming such a batch subset B = {x(i)}Bi=1 ⊂ X by

randomly choosing B << N samples the approximate training set loss Lb ≈ L can be calculated as

Lb(θ) =
1

B

B∑
i=1

L(x(i), θ), (2.16)

which can be used to form the approximate gradient

∇θLb(θ) =
1

B
∇θ

B∑
i=1

L(x(i), θ). (2.17)

The gradient descent algorithm then updates the weights of the model through

θ ← θ − η∇θLb(θ) (2.18)

where the learning rate η defines the size of each step taken. A single update of the parameters using

a batch of samples is here referred to as a single iteration. In practice more sophosticated optimization

algorithms such as Adam are often used, however these are intentionally left out due to them being out

of scope for this thesis. For more detailed information we refer to [29, 54].

In (2.17) we defined the gradient of the loss for a batch of data points. In practice performing this

gradient calculation for a neural network is a complicated process and done using an algorithm called

backpropagation. It calculates and stores gradients of the loss function with respect to each parameter in

the network in the forward pass, which then can be used by the optimizer for parameter updates. Because

the output of the network consists of several operations composed together, extracting the gradient of

a specific parameter becomes a problem of calculating several partial derivatives combined through the

chain rule. For example, for the loss of a single example x(i) the gradient of a weight w1,1 in the first

layer of the network shown in Figure 2.3 is calculated as

∇w1,1
L(x(i), θ) =

∂L

∂y

∂y

∂h1

∂h1

∂w1,1
. (2.19)

This expression of course grows in complexity as the size and architecture of the network changes. In

practice gradient tracking and calculation is done automatically using a machine learning programming

framework such as PyTorch [46] which implements the backpropagation algorithm, and is also able to

utilize parallelization in order to speed up calculations. This is the method with which the majority of

modern neural network-based models are trained today, and is also what will be used in this thesis.
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Having now established the theoretical basis for unsupervised models and the tools used to optimize

them, the coming sections will focus on one family of unsupervised models called denoising diffusion

probabilistic models (or for short: diffusion models). This model framework provides an effective way of

generating novel samples from a target data distribution q, but as they are a relatively new approach

and still an active research area they still exhibit a number of problems which limit their performance.

The characteristics of these limitations will be covered, especially in the context of the vocoding task, as

well as a range of prior work which aim to address them.

2.3 Diffusion models

Denoising diffusion probabilistic models were originally proposed in [56], and are a class of unsupervised

generative models which aim to enable sampling from a target data distribution qdata. The main idea

behind diffusion is to model the transition between such a complex real-world distribution qdata and a

simple latent prior platent by gradually diffusing from the first to the second, which is done by sequentially

adding noise to data from the target distribution. By then teaching a model to perform this transition

in reverse we are able to generate new samples which at least approximately follow x ∼ qdata. This

problem can be framed from several perspectives, and is connected to topics such as non-equilibrium

thermodynamics [56], simulated annealing [41], and score matching [57].

The base of the process consists of a Markov chain which gradually adds Gaussian noise to the original

data until it is transformed into a the latent prior platent, which can for example be a unit Gaussian

N (0, I). This is done in T steps where each latent sample for step t is denoted as xt, and the last sample

is assumed to follow xT ∼ platent. Given an original data distribution qdata and samples x0 ∼ qdata(x0)

the forward diffusion process can be defined as

q(x1:T | x0) =

T∏
t=1

q(xt | xt−1), (2.20)

q(xt | xt−1) = N (xt;
√

1− βtxt−1, βtI), (2.21)

where for a number of chosen diffusion steps T , x1:T = x1, . . . ,xT are the sequential latent samples

obtained by gradually adding noise to x0. This will result in samples xt which are more and more noisy

for each t. Each sample is obtained by sampling from a transition kernel q(xt | xt−1) which determines

the probabilities of the next state, i.e. what the distribution for the next sample in the process looks like.

The transition kernel is parameterized by βt in each step which determines its variance, usually limited

to the interval [0, 1]. We see that if βt = 0 for all t, the process is deterministic and the sample drawn in

each step is identical to x0. However, for larger βt the probability of drawing a sample which deviates

more from xt−1 increases. In other words, a larger βt means that each sample xt has a larger probability

of containing more white noise. Furthermore, as βt tends towards 1 we see that the transition kernel in

equation 2.21 tends towards a unit Gaussian, i.e. N (0, I). In this way we can also interpret a larger βt

as drawing samples which are closer to white noise. Figure 2.4 shows an audio sample which is gradually

transformed into white noise via this forward process.
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Figure 2.4: The reverse and forward diffusion process for an audio signal. Through T diffusion steps

a sample from a prior qdata is transformed into a sample from platent ∼ N (0, I). This process is to be

reversed through a series of reverse transitional probabilities pθ(xt−1 | xt). Image adopted from [33].

As each time step t corresponds to a different variance βt, we can define a variance schedule {βt}Tt=1

which determines the variance of the noise added in each step, and is simply the sequence of transition

kernel variances. As each sample xt is drawn from a normal distribution centred on the previous sample

xt−1, there exists a strong connection between the value of xt−1 and xt. This means that the effect of

a large variance early in the forward process will affect all samples which follow, and that noise added

to samples will accumulate over time. For a large enough variance, this will ultimately result in the last

sample being white noise, i.e. xT ∼ N (xT ; 0, I). We can thus interpret the variance schedule as the rate

at which the samples tend towards white noise. For variances βt which reach larger values quicker, xt

will also tend quicker towards white noise. The choice of βt thus has a large effect on the characteristics

of the forward process. An important observation is also that βt might never need to reach 1 as the effect

of the cumulative noise can be enough for the last sample to become white noise. Samples generated

using two different variance schedules are shown in Figure 2.5 which further illustrates how βt affects the

convergence rate towards white noise.

It is desirable to be able to draw a sample directly from any of the intermediate distributions in the

forward process for a specific step t, compared to having to sequentially add noise to the initial sample

x0. As shown by [23] this can be done by first defining

αt = 1− βt, ᾱt =

t∏
s=1

αs. (2.22)

Then, thanks to the nice properties of the Gaussian distribution, the distribution of a sample xt in the

forward process can be written as

q(xt | x0) = N
(
xt;
√
ᾱtx0, (1− ᾱt)I

)
, (2.23)

xt =
√
ᾱtx0 +

√
1− ᾱtε, ε ∼ N (0, I), (2.24)
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enabling a way to directly obtain xt via (2.24). The value 1− ᾱt is thus an alternative way of expressing

the variance for a sample xt obtained directly from x0 instead of the previous xt−1.

Figure 2.5: An audio clip, corresponding mel spectrogram, and an image for different values of ᾱt (as

defined in equation 2.22) and schedules. The image was chosen arbitrarily to show the difference between

the forward process for audio and images. The samples on the left side were generated using a scaled

linear schedule with βT = 0.02, and the right side with an inverse quadratic schedule, as defined in

equation 2.34 and 2.36. The number on the leftmost side denotes the time step t. Ten linearly spaced

samples are shown in each column, which were obtained using equation 2.24.

As the forward process is now defined, the goal is to be able to reverse it using our model by learning

to take steps backwards in the process. This would then allow us to obtain samples which follow qdata,

starting from white noise. To do this we can define a reverse distribution pθ(xt−1 | xt) which determines

the transition probabilities of the Markov chain in reverse, i.e. going from platent to qdata. Starting with
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platent(xT ) = N (xT ;0, I), the reverse process is defined as

pθ(x0:T ) = platent(xT )

T∏
t=1

pθ(xt−1 | xt), (2.25)

pθ(xt−1 | xt) = N (xt−1;µθ(xt, t),Σθ(xt, t)). (2.26)

Here µθ and Σθ denote unknown means and variances which determine the characteristics of the denoising

done in each step, which we set as learnable parameters. Considering this framework on a high level,

the aim is to obtain a model pθ which can generate novel samples by starting with latent noise xT and

sequentially performing de-noising steps for each t by drawing from pθ(xt−1 | xt) until x0 is obtained

(see Figure 2.4). In this context we set

Σθ(xt, t) = σ2
t I, σ2

t =
1− ᾱt−1

1− ᾱt
βt (2.27)

as originally proposed by Ho et al. [23]. This discards Σθ as a learnable parameter and instead let it

be determined by our choice of βt, ultimately simplifying our model and reducing its capacity. It is of

course also possible to learn Σθ as has been investigated by several previous studies, but for simplicity

we will follow the original formulation.

In order for our choice of model pθ to learn how to perform each backwards step, a learning objective

(or loss function) is needed. Similar to an autoencoder [19] it can be chosen as the evidence lower bound

(ELBO) of the negative log likelihood since optimizing the negative log likelihood directly is intractable,

i.e.

E[− log(pθ(x0))] ≤ Eq

− log pθ(xt)−
∑
t≥1

pθ(xt−1 | xt)

q(xt | xt−1)

 =: −LELBO. (2.28)

Inserting the parameterization defined in (2.26) results in LELBO becoming a squared difference between

the means of the predicted and ground truth noise. However, Ho et al. [23] found that re-parameterizing

and learning to approximate the noise ε by εθ instead of the mean µθ led to better performance. Here

ε is noise drawn from a unit Gaussian distribution used to create noisy samples in the forward process,

e.g. via (2.24). Through this the training objective can be simplified to

Lsimple = Et,x0,ε∥ε− εθ(
√
ᾱtx0 +

√
1− ᾱtε, t)∥22, εθ : RL × N→ RL, (2.29)

where the networks output is now set to εθ. For a detailed derivation of the loss, see [33]. During training

the noise level of each sample is determined by t ∼ pt, which e.g. can be set to pt = U(1, T ). Furthermore,

each sample is drawn as x0 ∼ qdata(x0), and the additive noise according to ε ∼ N (0, I). This means

that for a random time step t, the model is to predict the noise ε which was added to a sample xt−1 to

obtain xt, using only xt. In other words, the model’s objective is to be able to take a reverse step in the

forward diffusion process.

The training and sampling algorithms can be defined as follows:
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Algorithm 1 Training algorithm

repeat
x0 ∼ qdata(x0)
t ∼ pt
ε ∼ N (0, I)
L ← ∥ε− εθ(

√
ᾱtx0 +

√
1− ᾱtε, t)∥2

Update parameters θ with ∇θL
until converged

Algorithm 2 Sampling algorithm

xT ∼ N (0, I)
for t = T, ..., 1 do

z ∼ N (0, I) if t > 1, else z = 0

xt−1 ← 1√
αt

(
xt − 1−αt√

1−ᾱt
εθ(xt, t)

)
+ σtz

end for
return x0

To clarify the sampling algorithm, the step which computes the next sample in the reverse process, i.e.

xt−1 ←
1
√
αt

(
xt −

1− αt√
1− ᾱt

εθ(xt, t)

)
+ σtz, (2.30)

essentially corresponds to drawing a sample xt−1 ∼ pθ(xt−1 | xt), where σt is the standard deviation

defined in (2.27). In this way the model εθ determines the direction of each step in the reverse process,

much like a learned gradient. This is then repeated until a final sample x0 is obtained.

2.3.1 Diffusion-based vocoders

We will now consider how a diffusion model can be used to solve the vocoding problem. Compared to the

initial diffusion framework presented above, the vocoding problem comes with an additional conditioning

signal in the form of a mel spectrogram. This signal can thus be fed into the model together with the

time step t. This means that training via Algorithm 1 is done by randomly picking a step in the denoising

process, and taking a gradient step based on the model’s prediction of the noise added to the sample in

the previous step, given the mel spectrogram. During sampling, T sequential denoising steps are taken

by the model in order to obtain a target audio signal, given the starting noise and mel spectrogram. This

means that the sampling algorithm performs the mapping

Algorithm 2 : (xT ,Smel) 7−→ x0, (2.31)

where x0 approximately follows the target data distribution qdata. The sampling algorithm thus aims to

solve the originally formulated vocoding problem (2.1.4), with the addition of a starting noise xT .

The first diffusion-based vocoder DiffWave [33] was trained to denoise a waveform given the diffusion

step t ∼ U(1, T ), effectively predicting the noise ε added to a waveform xt−1 using a neural network εθ.

The loss optimized is a variant of the evidence lower bound presented in (2.29), and is defined as

L(θ) = Et,x0,ε Lt, Lt = ∥ε− εθ(
√
ᾱtx0 +

√
1− ᾱtε, t,Smel)∥22, (2.32)

and trained through stochastic gradient descent similar to the originally proposed diffusion model frame-

work. Here the noise generating neural network is defined as εθ : RL × N × RKmel×Mmel → RL. Note

that εθ now additionally conditions on Smel ∈ RKmel×Mmel . During training Smel typically is generated

from the training data, whereas during inference it is generated by an upstream acoustic model, as shown
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in Figure 2.2. In addition to this it has been proposed that using the L1 metric instead of L2 in equa-

tion (2.32) results in better stability during training. Because of this we adopt this metric for usage in

experiments [11].

The neural network εθ presented by DiffWave is non-autoregressive, which means that generating an audio

sample of length L only requires T << L forward passes. The architecture stems from previous models

applied to audio source separation [51], which process the input and output audio with 1-dimensional

convolutions. In addition to this it utilizes a set of residual layers involving bidirectional dilated convo-

lutions, which results in a wide receptive field and allows the model to use information both before and

after the considered sample. In addition to this, a diffusion step embedding is also utilized in order to

provide the network with information of which diffusion step to consider, inspired by the transformer

[64]. Furthermore, the conditioning mel-spectogram is upsampled using transposed convolutions and

combined with the output of the bidirectional dilated convolution. Lastly the outputs of each residual

layer is combined and used to predict the output with size L. The architecture is presented in Figure 2.6.

Figure 2.6: Neural network architecture of DiffWave which models εθ : RL×N×RKmel×Mmel → RL. The

conditioner used is in the form of a mel spectrogram Smel, the input is in the form of an audio signal xt,

and the Diffusion-step embedding input is in the form of a time step t. For a more detailed explanation

of the architecture, please see [33].

The authors note that DiffWave outperforms WaveNet-based vocoders, but is still slower than most flow-

and GAN-based models. They emphasize the need to reduce the inference time in order to be able to apply

it to practical applications. For this they propose to use an alternative shorter schedule for inference.

Such a schedule with Tinfer < T steps is used with a pre-trained model to generate samples faster at the

expense of quality, where the specific values can e.g. be chosen manually or through automatic methods.

DiffWave provides a manually crafted 6-step inference schedule which the authors show is able to be used

25



to generate audio of similar quality to the training schedule. To solve the problem of obtaining time-

step values tinfer which correspond to noise levels which are not in the training schedule, interpolation is

performed using the two closest values. For details we refer to Appendix B of [33].

As diffusion-based vocoders still exhibit several challenges in terms of generating high quality audio

quickly, the following section concerns several such limitations. The main focus is on improvements of

the diffusion model framework, as opposed to the chosen neural network architecture.

2.3.2 Limitations

It has been experimentally shown that diffusion-based vocoders are able to generate high quality audio

given enough training time. However, even though the loss tends to converge quickly, the authors of

Grad-TTS [47] note long training times to be essential to achieving high quality speech. They observe

that two different models with almost equal loss can produce very different samples, and hypothesize that

this stems from the model’s need to learn to denoise well for all t ∼ U(1, T ).

Another challenge is that their sampling process requires several forward passes which results in consid-

erably longer inference times compared to other competitive models. For example, a comparison study

showed GAN-based vocoders to generate speech roughly 200 times faster than diffusion-based models [2].

In contrast to the single forward pass of a GAN, generative diffusion models for images usually use 2000

- 4000 steps, while previous vocoders have used 50 - 200 steps. Fewer steps is here thought to be possible

because of the stronger conditioning signal in the form of a mel spectrogram. Despite this, one of the

main concerns is still to be able to reduce this number while maintaining audio quality. As inference

faster than real-time is a requirement for many practical applications, and is already possible with a

range of acoustic models [50, 39], there are several aspects which affect both the quality and speed of

diffusion-based vocoders which need to be addressed.

Variance Schedules

A central feature of the diffusion framework is the variance schedule βt, which several prior works em-

phasize should be well designed in order to obtain high quality samples. As mentioned in section 2.3, the

schedule determines via the variances βt the weighting of the ground truth audio x0 and noise ε during

training, as well as the weight of the subtractive noise εθ during sampling (Algorithm 1 & 2) together

with the variance σ2
t . The schedule can intuitively be described as the rate at which data is diffused

into noise in the forward process, which then also determines the characteristics of the subtractive noise

learned by the model. Samples at different time steps t are shown in Figure 2.5. Looking at the figure

we see that the left schedule produces samples which tend towards white noise much quicker than the

samples of the schedule on the right. For the audio it is also much harder to visually determine if the

noisy samples still contain intelligible speech or not, compared to making out the original subject in the

noisy images. This is an important additional challenge of diffusion-based vocoders.

For a diffusion model it intuitively holds that a larger T allows the generation of samples with higher
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quality, as more forward passes results in additional computational power. From the perspective of

solving an SDE, this could correspond to the solver taking more and smaller steps. Furthermore, it has

also been noted that the optimal schedule varies with the specific data set, model, and number of time

steps, and therefore might require problem specific tuning [35, 11]. There is currently no one-fits-all

method for obtaining such an optimal schedule. However, several heuristics have been proposed. One

important aspect is that the schedule should provide the model with meaningful examples for all steps in

the process. It has for example been observed that model performance can degrade if too many samples

in the process are close to Gaussian noise, or if noise levels change too abruptly [42].

In equations (2.33 - 2.36) four schedules are presented which are the main ones investigated in this thesis,

and are also shown in Figure 2.7. They are defined as

Linear : βt = linspace(t ; β0, βT , T ), (2.33)

Scaled Linear : βt = linspace(t ; β̂0, β̂T , T ), β̂0 =
1000

T
β0, β̂T =

1000

T
βT , (2.34)

Cosine : ᾱt =
f(t)

f(0)
, f(t) = cos

(
t/T + s

1 + s
· π

2

)2

, s = 0.008, (2.35)

Inverse quadratic (IQ) : ᾱt = 1−
(

t

T

)2

. (2.36)

Here linspace(t ; β0, βT , T ) is simply a linear interpolation of βt from β0 to βT . As schedules are defined

both in terms of βt and ᾱt, it is worth emphasizing that each one can be obtained from the other through

βt = 1− ᾱt

ᾱt−1
and equation 2.22, and then later be used during inference. The original schedule defined

in (2.33) was proposed by [23] in the form of linearly spaced variances from β0 = 10−4 to βT = 0.02 using

T = 1000 steps. Earlier diffusion-based vocoders have mainly used a linear schedule during training, but

with fewer steps. For example, DiffWave used T = 50 steps with a larger final variance βT = 0.05 in order

to get final samples xT closer to white noise, as required by the forward process. Here it is important

to highlight that this adjustment was most likely made because the same schedule βt behaves differently

for different numbers of time steps. This is because with a larger number of time steps, more terms are

multiplied in the product defined in (2.22). More time steps thus result in 1− ᾱt tending faster towards

1, which corresponds to the samples tending faster towards white noise, as seen via equation 2.24. This

phenomenon is further illustrated for the different schedules in Figure 2.7.

Because the original linear schedule was chosen for T = 1000 steps, a scaled version is also proposed which

aims to provide a similar schedule for any T , defined in equation (2.34). The motivation behind this is

depicted in Figure 2.8, which shows both the linear and scaled linear schedules for a range of different

time steps. It becomes clear that a re-scaling of βt is needed in order to at least approximately retain

the original shape of ᾱt, and thus add noise at the originally proposed rate. In other words, a schedule

defined in terms of βt which has been defined for one value of T and is to be used for e.g. a smaller T

will not have the same characteristics if β0 and βT are not scaled.
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Figure 2.7: Variances βt and noise scales ᾱt for different schedules. The noise scale determines the

weighting of the noise and original signal through equation 2.24. The normalized diffusion step on the

x-axis represents how close the sample is to xt at 0, and noise at 1. All schedules are shown for T = 50

steps.

Figure 2.8: Variances βt and noise scales ᾱt for Linear and Scaled Linear schedules for different number

of diffusion steps, with βT = 0.02. The left column shows how ᾱt changes as the number of diffusion

steps increase for the linear schedule, essentially converging quicker towards 0, i.e. noise. Note that the

βt for the linear schedule has the same shape for all different T as defined in (2.33). The right column

similarly shows how the noise scale ᾱt changes for a scaled schedule, which better maintains the original

shape of ᾱt for different T . The x-axis displays the normalized diffusion step t/T .

Furthermore Nichol et. al. [42] noted that the original linear schedule did not provide the model with

meaningful examples for all t, as it tended to result in Gaussian noise too early in the process. This can
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for example be observed from the Linear schedule in Figure 2.7 (right column, orange) which reaches

ᾱt ≈ 0 after only 60% of time steps. They instead proposed to use a quadratic cosine schedule in terms

of the noise level ᾱt which adds noise more slowly, defined in equation (2.35).

The Inverse Quadratic Schedule

The main motivation behind the cosine schedule proposed by Nichol et al. [42] is to obtain samples which

diffuse smoothly from data to noise, and in turn provide meaningful examples to the model at all time

steps. The ”smooth” quality is here judged both from the shape of the curve of ᾱt as seen in Figure 2.7,

but also from visually inspecting generated samples at different noise steps. The authors note that the

cosine schedule seems to perceptually result in a smoother, or more linear, transition from data to noise

when applied to images. That is, the generated images were judged through visual inspection, see e.g.

Figure 2.5. The need for this type of subjective evaluation is a major challenge for generative models,

and is discussed further in section 2.4.

For comparison a new inverse quadratic schedule is presented and evaluated. It is based on the same

idea of obtaining samples which transition smoothly from data to noise perceptually, but instead with a

focus on audio. The schedule was simply chosen so that the noise ε in equation (2.24) is added linearly

with t, i.e.
√

1− ᾱt =
t

T
⇔ ᾱt = 1−

(
t

T

)2

. (2.37)

This results in a schedule which decays quadratically from ᾱt = 1 to 0. Judging from Figure 2.7 we see

that noise is added at a similar rate to the original linear schedule (blue), which in turn is slower than

both the cosine schedule and the scaled schedules. The inverse quadratic schedule is however shown to

reach ᾱt = 0, which the original linear does not.

Judging such a schedule is not done as easily for audio, as each sample has to be listened to. This calls

for additional ways to measure the noise level of the schedule. To further gain an understanding of at

what rate the different schedules reach white noise, the Mean SF is shown in Figure 2.9 for different

diffusion steps and schedules, as defined in section 2.1.3. It indicates that the original linear schedule

and the inverse quadratic schedule tends towards white noise at a similar rate, while the remaining three

schedules do so quicker. Here we hypothesize that a more linear transition from signal to noise should be

preferred, as it should only reach white noise at the last step and not earlier.
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Figure 2.9: Mean Spectral Flatness for different schedules and diffusion steps, which essentially shows

how quickly samples from each schedule tends towards white noise. For each time step t, 100 samples xt

were created from the training set for each schedule via equation 2.24. The mean SF was then calculated

for all of these samples and averaged, where the shaded region indicates the standard deviation. A larger

mean SF indicates that the audio sample is closer to white noise. Is is apparent that the inverse quadratic

and linear schedules produce audio which goes towards white noise at a similar rate, while the others get

there quicker.

In addition to this several other methods have also been explored for obtaining an optimal schedule.

These include framing it as a learning problem [68, 35], using numerical solvers [26], manual design [11],

and hyperparameter tuning [12]. These are all promising approaches, but are left out of this thesis.

Noise Prior

Besides choosing an effective schedule, choosing an effective prior has also been considered. In the

original framework a unit Gaussian is adopted as the prior, representing the distribution of the sample

xT obtained at the end of the forward diffusion process. For a properly chosen variance schedule βt is

should approximately follow a unit Gaussian distribution, i.e. xT ∼ N (xt ; 0, I). This also represents

the starting point of the reverse process, which is why it is called the prior. The authors of PriorGrad

[37] investigate if it is possible to choose a better prior which is closer to the target data distribution, and

in turn improve the efficiency of the process. They propose to use information from the conditioning mel

spectrogram in order to derive a non-standard Gaussian prior N (µ,Σ), which is depicted intuitively in

Figure 2.10.
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Figure 2.10: Intuitive depiction of starting the sampling or reverse diffusion process from a more informed

prior N (µ,Σ) compared to the originally proposed N (0, I) in order to obtain a sample which is closer

to the real data distribution pdata faster. Image adopted from [37].

In the context of a waveform-generating vocoder, µ is chosen to be 0 as the waveform distribution is

assumed to be zero mean. The authors alter the original DiffWave model to instead predict a noise

ε ∼ N (0,Σ) in each step, essentially aiming to shorten the forward and backward diffusion process.

Changing the prior results in a modified loss function which the authors derive to be

LPG(θ) = Ex0,ε,t∥ε− εθ(
√
ᾱt(x0 − µ) +

√
1− ᾱtε, t,Smel)∥2Σ−1 , (2.38)

where ∥x∥2Σ−1 = xTΣ−1x, and the ”PG” in LPG stands for ”PriorGrad”. The variance matrix Σ = σ̃2
i I

is here calculated from the frame-level energy of the mel spectrogram Smel. Each diagonal element σ̃2
i of

Σ is thus obtained as

σ̃2
i =

√√√√Mmel∑
m=1

expSmel[i,m], (2.39)

where Mmel is the number of mel bins in the mel spectrogram. These variances are then used to scale the

prior white noise in order to closer match the variance of the target audio sample. Importantly the mel

spectrogram contains fewer samples Kmel < L than the number of audio samples L. This causes there to

be missing values when Σ is ”stretched out” to a length L. These missing values are simply obtained as

the linear interpolations of the two closest variances. A regular prior noise and a noise scaled with the

frame-level energy can be seen in Figure 2.11.
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Figure 2.11: The starting prior xT sampled as white noise as well as scaled with the frame level energy

of the mel spectrogram. The right plot shows the target audio (orange) along with the prior xT ∼
N (xT ; 0, I), where the noise in the right plot has been scaled using the variance defined in (2.39). The

red line shows the values of the frame level energy. Note how the prior noise on the right more closely

follows the variance of the target audio (orange).

Importance Sampling

Another aspect which affects the training and sampling algorithms is the noise step t, which was originally

proposed to be sampled uniformly from U(1, T ) [23]. This can for example be seen in the training

algorithm defined in (1). As each training example is generated as a single step in the reverse diffusion

process, the model is equally likely to see each de-noising step. In other words, the model spends an equal

amount of time learning to perform each reverse diffusion step. However, several works have noted that

this results in a noisy gradient because of the loss not being uniform over t, as can be seen in Figure 4.1.

The reason for this is not entirely clear, but it has been hypothesized to occur as a result of some reverse

steps being harder for the model to perform than others. In addition to this, it has also been highlighted

that the most effective de-noising steps occur close to t = 0, i.e. when the audio is close to the original

sample. This basically corresponds to the generated samples being very noise-like for a majority of the

diffusion steps, except for those close to t = 0 [33, 42]. As a measure to counteract this, Nichol et al.

propose to instead utilize importance sampling of t over [1, T ] to reduce the variance of the loss. They

do this by sampling t ∼ pt, and redefining

pt ∝
√
E [L2

t ],
∑
t

pt = 1, (2.40)

where Lt is the loss for the specific time step t defined in (2.32). This results in the time steps t for which

the model shows higher loss becoming more likely to draw during training. To clarify further, the same

amount of steps T is used in the reverse process, but a larger part of them are spent on steps which the

model finds ”harder”. Furthermore, as E[L2
t ] is not known, it needs to be estimated during training. This

can for example be done by keeping a running buffer, and using uniform sampling until a good enough
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estimate is available. As this sampling method results in some time steps being more likely, the authors

also propose to reweight the loss by the inverse of the sampling probability, i.e.

L(θ) = Et∼pt

[
Lt

pt

]
. (2.41)

The authors argue that such a sampling strategy can lead to more stable training and faster convergence,

as well as that several such improvements cause less performance degradation when using fewer sampling

steps, allowing for faster inference times. However, as the gradient is less noisy they hypothesize that

less regularization is provided during training, which makes the model more likely to overfit.

The time step t is also used to condition εθ to provide information regarding which step in the denoising

process to perform. However, WaveGrad [11] replaced t with
√
ᾱt and showed that similar results could

be achieved. In addition to this the authors argue that conditioning on a continuous noise level makes the

model more flexible to different schedules in training and inference. Furthermore, it could also avoid the

problem of non-integer time steps during fast inference, which might occur when choosing an inference

schedule which steps do not align with the training schedule.

2.4 Evaluation

When all specifics of the diffusion model framework have been set, e.g. the number of time steps and

variance schedule, and a model has been trained, we want to be able to determine the quality of the

generated samples in some way. Compared to more classic statistical problems such as classification and

regression, generative models exhibit a particular challenge in how this type of evaluation is to be done.

More specifically, the performance of a generative model is generally based on the subjective human

evaluation of the samples it can generate, and relied on in an ad-hoc manner to steer development. In

other words, because the task we are aiming to mimic is in itself a human one, the main way to determine

if it is performed well is through human judgement. This has led previous works to use a Mean Opinion

Score (MOS) to evaluate the naturalness of a set of generated samples, and is currently the most widely

adopted metric [43, 33, 67]. It relies on a subjective score, typically ranging from 1 to 5, which is given

to a number of chosen samples by a set of human evaluators based on their perceived ”naturalness”.

Despite being the most widely adopted metric it still has several drawbacks in terms of cost, sample

size, variability, statistical significance, and comparability, to name a few [60]. Furthermore, the need

for human feedback makes it significantly harder to effectively iterate and develop models compared to

objective metrics, especially considering the need of avoiding bias from developers.

In the context of audio, the problem of assessing quality objectively and quantitatively is a long standing

one. Less recent measurement standards such as Perceptual Speech Quality Measure (PSQM), Perceptual

Evaluation of Audio Quality (PEAQ), and Perceptual Evaluation of Speech Quality (PESQ) have been

widely used in telephone systems, which ultimately aim to correlate with MOS [53]. Furthermore, the

idea of objectifying MOS through an approximate statistical model has since then been extended. For

example, Avila et al. [6] trained a neural network to approximate MOS of speech signals, showing higher
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correlation and lower MSE of opinion scores, exceeding previous established methods. As highlighted in

[62] however, a subjective MOS is still the most reliable measure for generative models, and care has to

be taken when choosing and comparing objective measures in the context of a specific application.

Below three widely adopted frequency-domain metrics are described which have been chosen to be used

for evaluating the quality of generated speech. The goal of these metrics is to give an idea of how

close the generated audio is to the ground truth samples, and to enable easy comparison between the

generation quality of different models. To compensate for the absence of a MOS a neural network-based

approximator is included in section 2.4.4, which using data from human evaluators has been trained to

generate MOS values for audio.

2.4.1 Log-mel Spectrogram Mean Absolute Error (LS-MAE)

For a synthesized waveform and a ground truth signal pair, the absolute error between their mel spec-

trograms S̃mel and Smel is calculated as

LLS-AE = ∥S̃mel − Smel∥1, (2.42)

where ∥·∥1 is the L1 metric for matrices, and the mel spectrograms are calculated as in section 2.1.2. The

LS-MAE is then obtained as the mean absolute error over a test set containing pairs of mel spectrograms

of ground truth and predicted signals. This metric was previously used by [32] and [37], and aims to

provide an estimate of how well the model has converged in the mel spectrogram domain.

2.4.2 Peak Signal-to-Noise Ratio (PSNR)

The PSNR measures the ratio between the maximum power of an original signal and its corrupting noise.

This is calculated as

LPSNR = 10 log10

(
1

MSE

)
, (2.43)

measured in dB, where a peak value of 1 is assumed. The mean squared error (MSE) is calculated in the

frequency domain between the mel spectrograms Smel, S̃mel of the ground truth and generated audio as

MSE =
1

KmelMmel

Kmel∑
i=1

Mmel∑
j=1

(
Smel[i, j]− S̃mel[i, j]

)2

(2.44)

where Smel[i, j] and S̃mel[i, j] are the individual elements of the mel spectrogram matrices, and Kmel×Mmel

is the size of the mel spectrogram. It has for example been used by AlBadawy et al. [2].
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2.4.3 Multi-resolution STFT Error (MRSE)

As highlighted in section 2.1.1, there will always exist a trade-off when transforming a signal using the

STFT for a chosen window function w. The idea behind Multi-resolution STFT Error (MRSE), as

proposed in [69], is to average errors from STFT’s with different configurations, i.e. FFT size, window

size, and frame shift, and thereby account for several points in the trade-off.

For a single STFT parameter choice the error between ground truth and generated signals x and x̃ is

defined as

Ls(x, x̃) = Ex,x̃[Lsc(x, x̃) + Lmag(x, x̃)]. (2.45)

Here Lsc and Lmag are the spectral convergence and log STFT magnitude losses respectively, which are

defined as

Lsc(x, x̃) =
∥ |STFT{x}| − |STFT{x̃}| ∥F

∥ |STFT{x}| ∥F
, (2.46)

Lmag(x, x̃) =
1

KM
∥ log |STFT{x}| − log |STFT{x̃}|∥1, (2.47)

where K and M again denote the number of frequency and time samples. The magnitude of the short

term Fourier transform of a signal is denoted as |STFT{·}|, ∥ · ∥F the Frobenius norm, and ∥ · ∥1 the L1

norm.

For D different STFT parameter settings, the MRSE is then defined as

LMRSE(x, x̃) =
1

D

D∑
i=1

L(i)
s (x, x̃). (2.48)

2.4.4 Approximate MOS (AMOS)

In order to overcome the many challenges with having to rely on human evaluators for judging audio

quality, several model-based approaches have been proposed. Cooper et. al. [13] investigated the general-

izability of different neural network based models which aim to predict such MOS-values for audio. In this

work several pretrained base models were fine-tuned on a MOS data set of collected human evaluations.

They found that such models achieve good MOS correlation, and are able to generalize moderately well

to unseen data. Similar results were also found by Ragano et al. [49].

In order to obtain approximate MOS when real data collection is not possible a fine-tuned model from

[13] can be used. For this the w2v small-model was chosen, which is a wav2vec2-model [7] pretrained on

the Librispeech data set [45]. This model can then be used to perform zero-shot out-of-domain utterance-

level prediction, i.e. predicting the MOS for audio clips of speech which has not been seen before, for

example our LJSpeech test set.1

1github.com/nii-yamagishilab/mos-finetune-ssl
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Chapter 3

Data

Having now introduced the metrics to be used, the data used for training and evaluation is presented in

the following two sections. The first section concerns the main data set used for training, LJSpeech, where

the second one describes an additional data set used only for evaluation. Overall there are many different

data sets which can be used to train vocoder models, many which contain hundreds or thousands of hours

of audio of different speakers. As both time and computational resources were limited, the main concerns

when choosing a data set were size, to allow for relatively fast experimentation, as well as popularity, to

be able to compare and verify results.

As mentioned earlier, when performing inference with a vocoder model the mel spectrogram input is

assumed to stem from an acoustic model. This acoustic model is assumed to output mel spectrograms

compatible with the vocoder, and have been trained on pairs of text features and spectrograms. In order

to avoid having to use an acoustic model during training, which can e.g. slow down the process, mel

spectrograms can instead be obtained directly from the ground truth audio. This is depicted in Figure

2.2. However, this raises the question if there is a difference between the mel spectrogram generated by

an acoustic model and the ground truth data which can impact performance. As noted by the authors of

WaveGrad [11], they did not observe a difference in performance between the two cases. We assume that

this is possible because the acoustic model learns the distribution of mel spectrograms well enough that

any potential artifacts in the mel spectrogram are negligible. This allows for a significantly more efficient

and simpler traning procedure, which has been adopted by several other vocoder studies [37, 32, 43].

3.1 LJSpeech

The LJSpeech dataset [25] is an English language public domain dataset of 13 100 audio clips of a single

speaker reading from non-fiction books published between 1884 and 1964. In total it contains around

24 hours or 2.6 GB of audio, where clip lengths range between 1 to 10 seconds. The audio is 16-bit

single-channel mono with a sample rate of 22 050 Hz, and has been widely used by a range of previous
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text-to-speech and vocoder studies [61, 33, 37]. This was used to create a training, validation, and test

set, where we refer to the test set as ”LJ-test”.

Figure 3.1: Distribution of audio clip lengths in the LJSpeech dataset [25]. The clips range from 0 to 10

seconds with a majority being over 5 seconds long.

The dataset was chosen because of its popularity and to enable comparison of results to past studies.

Compared to multi-speaker datasets [45, 72, 3], LJSpeech provides a reasonable amount of data given

limited time and computational resources.

3.2 LibriTTS

In addition to LJSpeech an extra data set based on LibriTTS is also used [72]. LibriTTS is a publicly

available text-to-speech data set originally created from the LibriSpeech data set. It contains 585 hours

of 16-bit single-channel mono speech audio from over 2400 different speakers. This data set was used to

create an additional test set for model evaluation, mainly motivated by a desire to evaluate the model on

out-of-domain data, i.e. data from a different speaker and with different acoustic characteristics. This

was done by selecting a single speaker, number ”3922” from the ”train-clean-360” subset, and the 515

corresponding audio clips. These were downsampled from 24000 Hz to 22050 Hz to match LJSpeech.

Corresponding mel spectrograms were also generated with settings matching those used during training.

We call this additional test set ”Libri-test”.
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Chapter 4

Method & Results

As the two data sets used have now been presented, the following chapter describes the methods used

for training the different vocoder models, as well as the results from the different experiments. The

specific environment details for the experiments are described in section 4.1, such as hardware, software,

and parameter settings. Following this are six sections which are presented in the order the respective

experiments were performed. Section 4.2 concerns the choice of variance schedule, section 4.3 the choice

of time step sampling method, and section 4.4 the choice of prior. These are the main aspects of the

diffusion framework which are investigated. After this section 4.5 and 4.6 show results for how model size

and number of diffusion steps affect the inference speed and audio quality. Lastly section 4.7 presents

how two longer trained diffusion models compare to a state-of-the-art GAN vocoder. Worth noting is

that some experiment results are shown in several tables to allow for easy comparison.

4.1 Experiment Settings

All training was done using the LJSpeech data set, which was randomly divided into a training, validation,

and test set of sizes 13 000, 5, and 95 respectively, as done in [37]. Note that the sizes of the validation

and training set would preferable be larger, but are kept identical to allow comparison to previous results.

The validation set was used to evaluate the model during training, and monitor for overfitting. As earlier

mentioned, DiffWave experiments used the L1 version of the loss function defined in equation 2.32 using

algorithm 1, as it was reported to produce better results [11]. A single training example was generated

as a random audio clip from the training set, from which a mel spectrogram was created. This mel

spectrogram was then used to condition the model, along with a time step index, in order to predict the

noise added to the training sample via equation 2.24.

For all experiments a batch size of 16 was used, along with a learning rate of η = 2 · 10−4. Code

for DiffWave was obtained and modified from an open-source implementation1. All initial models were

1github.com/lmnt-com/diffwave
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trained for 500k iterations respectively, as well as two longer experiments with 2.5M iterations described

in section 4.7. Runs were monitored using the free experiment tracking tool Weights & Biases [8]. The

base DiffWave model used in experiments is of the same architecture as the base model presented in the

original paper, with 30 residual layers and 64 residual channels [33]. It consists of around 2.6 million

parameters, T = 50 diffusion steps, and a linear variance schedule βt ∈ [1×10−4, 0.05] as defined in (2.33).

We will refer to these as the base model settings. All training was done using an NVIDIA GeForce RTX

3090 GPU with 24 GB of memory running CUDA 11.3.0, where a training run of 500k interations took

around 40 hours. Experiments on CPU were performed using an Intel Core i7-1068NG7 2.3GHz.

Mel spectrograms were obtained using Librosa 0.9.2 with settings identical to the ones used by HiFi-GAN

[32]. These include 1024 FFT components, 80 mel bins, a hop length of 256, a window length of 1024, as

well as a minimum and maximum frequency cutoffs of 0 and 8000 Hz. In addition to this a Hann window

was used as well as dynamic range compression. Librosa’s Griffin-Lim implementation was also used as

a baseline using 32 iterations. Each trained model was evaluated by generating audio clips conditioned

on mel spectrograms obtained from each audio file in LJ-test and Libri-test, using algorithm 2.

Each of the three objective metrics, LS-MAE, PSNR, and MRSE, was calculated using pairs of generated

and ground truth audio from the two test sets. LS-MAE and PSNR were calculated using custom PyTorch

implementations, and MRSE was calculated using the open source package Auraloss [58]. For the MRSE

three different STFT settings were used: an FFT size of 512, 1024, and 2048, a window length of 240, 600,

and 1200, and a hop length of 50, 120, and 240. For these objective metrics, better audio quality should

correspond to lower values of LS-MAE and MRSE, and higher PSNR. For each set of generated audio

samples AMOS scores were obtained as predictions from the fine tuned MOS model defined in section

2.4.4, which range from 1 (bad) to 5 (good). The up- (↑) and downarrows (↓) in the tables indicate

whether a higher or lower value is better for each metric respectively.

4.2 Variance Schedules

The first set of experiments considered the choice of variance schedule. In total five different schedules

were investigated, which include a Linear schedule with βT = 0.05, two Scaled Linear schedules with

βT = 0.05 and 0.02, a Cosine schedule as defined in (2.35), as well as the Inverse Quadratic schedule

defined in (2.36). The variance βt and noise level ᾱt for each schedule is shown in Figure 2.7. In each

experiment a DiffWave model was trained with base settings and a chosen schedule on the LJSpeech

training set. Resulting objective metrics are shown in table 4.1.
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LJ-test Libri-test

Model LS-MAE ↓ PSNR ↑ MRSE ↓ LS-MAE ↓ PSNR ↑ MRSE ↓

Griffin-Lim 0.302 25.517 1.131 0.227 27.011 1.027

Linear βT = 0.05 0.550 20.331 1.279 0.680 23.510 1.341

Scaled Linear βT = 0.05 0.779 17.340 1.593 0.818 20.510 1.522

Scaled Linear βT = 0.02 0.727 18.077 1.511 0.812 21.056 1.483

Cosine 0.699 17.829 1.512 0.712 20.982 1.463

Inverse Quadratic 0.541 20.190 1.270 0.698 23.524 1.345

Table 4.1: Test set metrics for different variance schedules. For each experiment a DiffWave model was

trained for 500k iterations followed by evaluation on each test set. For details on each schedule, see

section 2.3.2. Results using the Griffin-Lim vocoder are also included for comparison.

Respective AMOS values for the ground truth audio, the Griffin-Lim baseline, as well as the five schedules

are shown in table 4.2. Scores were as mentioned predicted by a pre-trained model for each generated

audio file. This means that no comparison to the ground truth audio is made directly, contrary to the

metrics in table 4.1.

Model AMOS ↑ (LJ-test) AMOS ↑ (Libri-test)

Ground Truth 3.63± 0.26 2.68± 0.38

Griffin-Lim 1.57± 0.15 1.35± 0.18

Linear βT = 0.05 2.88± 0.23 2.14± 0.26

Scaled Linear βT = 0.05 2.27± 0.17 1.77± 0.26

Scaled Linear βT = 0.02 2.40± 0.21 1.82± 0.25

Cosine 2.39± 0.19 1.83± 0.27

Inverse quadratic 2.89± 0.23 2.17± 0.27

Table 4.2: Approximate Mean Opinion Scores (AMOS) for DiffWave models trained with different sched-

ules. Each model was trained for 500k iterations, and then evaluated on the respective test sets. Generated

samples were evaluated by the w2v small-model, described in section 2.4.4, which produced approx-

imate quality score on a scale from 1 to 5. Presented values are mean test set scores with standard

deviations.

Considering the LJ-test metrics first, the baseline GL vocoder achieved the lowest LS-MAE and MRSE,

as well as the highest PSNR. This was also the case for the Libri-test set. However, listening to the

generated audio subjectively reveals that the audio generated by GL is clearly of much worse quality,

despite achieving the best objective metrics. This is further backed up by the AMOS values in table 4.2,

where the GL vocoder achieves a significantly lower score than the other models.

Instead comparing only the diffusion model metrics in table 4.1 shows that the linear and inverse quadratic

schedules perform similarly on all three metrics, while the remaining three schedules perform worse. This
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is also the case in table 4.2 where the linear and inverse quadratic schedules perform the best on both

test sets, with no significant difference between them. Worth noting is that the AMOS for the ground

truth audio of the two test sets differ, making comparisons of scores between the two sets difficult.

4.3 Importance Sampling

In addition to investigating the choice of variance schedule, the sampling method for t was also explored.

As described in section 2.3.2 a skewed loss was first observed by Nichol et al. in [42] in the form of

different loss scales for different diffusion steps t. Because the phenomenon was originally shown for image

generation models, the goal was first to investigate if the same thing could be observed for vocoders. This

was done by training a DiffWave model with base settings and recording the loss values for each time

step t. The loss per time step can be seen in Figure 4.1, which clearly shows that the loss is generally

higher closer to t = 0.

Figure 4.1: Loss Lt (L1 version) per noise step t averaged for 10 000 training steps of DiffWave, including

standard deviation. Note that the average loss is higher for earlier steps in the forward diffusion process,

i.e. when the data is close to the real distribution, as opposed to when it is close to the prior noise.

As the loss was observed to be skewed also for DiffWave, the effect of importance sampling t according

to equation (2.40) was also investigated. It was implemented by saving the last 10 values of the loss for

each t, which was then used to estimate
√
E(L2

t ) and sample t. Before 10 values for each time step was

obtained, uniform sampling was used as a warm up. Using this a DiffWave model with base parameters

was trained with a Linear schedule, βT = 0.05 and compared to a model with uniform sampling. The

training loss for both runs can be seen it Figure 4.2, along with a histogram of the loss values. The plot

shows that the variance of the loss is significantly lower when using importance sampling.
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Figure 4.2: Plots showing how the method of time step sampling affects the variance of the loss. The

left plot shows the training losses for DiffWave trained using uniform and importance sampling between

iteration 200 000 and 400 000, and the right plot shows histograms of both losses. Both models were

trained using the original linear variance schedule with βT = 0.05. The loss obtained using importance

sampling shows a lower variance compared to regular sampling. Note that only a subset of 200 loss values

was used to create the histogram.

The two models shown in Figure 4.2 were then evaluated using the objective and subjective metrics

shown in table 4.3 and 4.4. For table 4.3 the model trained with importance sampling achieved a lower

LS-MAE and worse PSNR on both test sets. A marginally higher MRSE was achieved on LJ-test, and

lower on Libri-test. For the AMOS the two models achieved similar results with no significant difference

between them.

LJ-test Libri-test

Model LS-MAE ↓ PSNR ↑ MRSE ↓ LS-MAE ↓ PSNR ↑ MRSE ↓

Uniform sampling 0.550 20.331 1.279 0.680 23.510 1.341

Uniform sampling (fast) 0.562 20.069 1.314 0.684 23.461 1.379

Importance sampling 0.519 19.494 1.285 0.605 23.485 1.287

Importance sampling (fast) 0.518 19.333 1.318 0.587 23.318 1.309

Table 4.3: Objective metrics for the DiffWave base model using a linear schedule with βT = 0.05 and

uniform sampling, as well as an identical model using importance sampling, as defined in section 2.3.2.

Both models were trained for 500k iterations using T = 50 diffusion steps. Metrics for samples generated

with both T = 50 and T = 6 (fast) steps are shown.

In order to investigate how importance sampling affects sample generation using fewer diffusion steps,

audio was also generated using a 6-step schedule. Results are also shown in table 4.3 and 4.4. The objec-

tive metrics in table 4.3 show that fast inference with importance sampling resulted in a marginally lower
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deterioration compared to uniform sampling. For example, the baseline model (”Uniform sampling”)

shows a small increase in LS-MAE for both test sets when sampling with T = 6 compared to T = 50,

whereas the augmented model achieved either similar or slightly lower values. For the remaining metrics

the improvements were not as significant. Furthermore, the difference in AMOS for the augmented model

was also very similar to the baseline, as shown in table 4.4.

Model AMOS ↑ (LJ-test) AMOS ↑ (Libri-test)

Ground truth 3.63± 0.26 2.68± 0.38

Uniform sampling 2.88± 0.23 2.14± 0.26

Uniform sampling (fast) 2.75± 0.24 2.07± 0.25

Importance sampling 2.87± 0.25 2.15± 0.28

Importance sampling (fast) 2.78± 0.24 2.09± 0.27

Table 4.4: Predicted AMOS for the DiffWave base model using a linear schedule with βT = 0.05 and

uniform sampling compared to a model using importance sampling. Training was done for 500k iterations

and T = 50 diffusion steps. Metrics for samples generated with both T = 50 and T = 6 (fast) steps are

shown. Not that no significant difference is observed in terms of AMOS between the two models.

4.4 Noise Prior

The third improvement to the diffusion framework which was investigated was the choice of prior, i.e. the

starting point of the reverse process. This was done by training a PriorGrad model for 500k iterations, as

defined in section 2.3.2, using the modified loss function defined in equation (2.38). Remaining experiment

settings were kept identical to DiffWave, and the code was obtained and modified from Microsoft’s open-

source NeuralSpeech repository2. The hope was to be able to train a model which samples start closer

to the target distribution, and therefore can reach more accurate samples in the same amount of steps,

as depicted in Figure 2.10.

Table 4.5 shows objective metrics for PriorGrad evaluated on the LJ-test and Libri-test sets for both

regular and fast sampling, along with DiffWave results for comparison. Looking at table 4.5 shows better

performance in terms of both LS-MAE and PSNR for PriorGrad on both test sets. It achieved an

especially high PSNR on LJ-test. However, higher MRSE values were obtained.

2github.com/microsoft/NeuralSpeech/tree/master/PriorGrad-vocoder
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LJ-test Libri-test

Model LS-MAE ↓ PSNR ↑ MRSE ↓ LS-MAE ↓ PSNR ↑ MRSE ↓

DiffWave 0.550 20.331 1.279 0.680 23.510 1.341

DiffWave (fast) 0.562 20.069 1.314 0.684 23.461 1.379

PriorGrad 0.474 27.499 1.343 0.615 24.731 1.564

PriorGrad (fast) 0.455 27.236 1.336 0.567 24.798 1.518

Table 4.5: Objective metrics for PriorGrad trained using 500k iterations and base settings. Samples

were generated using both T = 50 and 6 diffusion steps (denoted by ”fast”). PriorGrad shows better

performance for both LS-MAE and PSNR, but worse MRSE.

Performance in terms of AMOS is shown in table 4.6, which shows PriorGrad to have higher means

for both test sets, though also overlapping standard deviations. In addition to this, PriorGrad shows

a slightly higher deterioration in AMOS when using a shorter schedule, which is indicated by a larger

reduction of the mean when comparing the baseline models with T = 50. In general subjective listening

indicates that audio from all four models is very similar in terms of quality.

Model AMOS ↑ (LJ-test) AMOS ↑ (Libri-test)

Ground truth 3.63± 0.26 2.68± 0.38

DiffWave 2.88± 0.23 2.14± 0.26

DiffWave (fast) 2.75± 0.24 2.07± 0.25

PriorGrad 3.00± 0.29 2.19± 0.33

PriorGrad (fast) 2.74± 0.29 2.00± 0.28

Table 4.6: Subjective AMOS for PriorGrad trained using 500k iterations and base settings. Samples

were generated using both T = 50 and 6 diffusion steps (denoted by ”fast”). Overall PriorGrad achieves

higher means in the slower base model case, and otherwise similar or slightly lower means when using

fast sampling.

4.5 Model Size

Once experiments for different schedules, sampling techniques, and noise priors had been done, the

goal was to evaluate how a model’s performance would be affected by a reduced size. This was done

by training a DiffWave model which used both an inverse quadratic schedule, as well as importance

sampling. The inverse quadratic schedule was chosen because it showed similar performance to the

linear schedule in earlier experiments, presented in section 4.2, and we wanted to further investigate its

performance. The proposed change of prior from PriorGrad was excluded because earlier experiments did

not show a significant improvement in performance. However, later experiments, as presented in section

4.4, revealed the performance to actually be comparable. Evaluating the performance of the two above

mentioned improvements together with the adjusted noise prior is therefore left as potential future work,
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discussed further in section 6.1.

In order to then investigate the effect of model size, two additional experiments were run. One with

a regular model size using both an inverse quadratic schedule and importance sampling, as well as a

similar smaller model. The smaller model used 25 residual layers instead of 30, as well as 54 residual

channels instead of 64. This resulted in a model with 1.8M parameters instead of 2.6M. For each model

fast inference was also performed on each test set. Objective metrics are shown in table 4.7 for all eight

models.

Considering the ”Base”-models, using both an inverse quadratic schedule and importance sampling re-

sulted in worse performance in general for both LJ-test and Libri-test. This is shown by an increase in

both LS-MAE and MRSE, as well as an increase in PSNR. Performance was also observed to be worse

using fast sampling for both models, as expected. For models with reduced size performance was in

general worse compare to the larger models, with the exception with the LS-MAE on the LJ-test set

which interestingly was lower. Comparing between smaller models also indicate that an inverse quadratic

schedule and importance sampling result in worse metrics on the LJ-test set. However, results on the

Libri-test set were mostly mixed making a clear distinction harder.

LJ-test Libri-test

Model LS-MAE ↓ PSNR ↑ MRSE ↓ LS-MAE ↓ PSNR ↑ MRSE ↓

Base 0.550 20.331 1.279 0.680 23.510 1.341

Base + IQ + IS 0.616 19.154 1.381 0.745 23.197 1.389

Base (fast) 0.562 20.069 1.314 0.684 23.461 1.379

Base + IQ + IS (fast) 0.634 18.800 1.421 0.766 23.145 1.437

Small 0.547 19.860 1.311 0.692 22.752 1.409

Small + IQ + IS 0.611 18.945 1.330 0.736 23.170 1.392

Small (fast) 0.535 19.678 1.342 0.691 22.787 1.408

Small + IQ + IS (fast) 0.615 18.907 1.358 0.730 23.160 1.420

Table 4.7: Objective metrics for Base and Small models using an inverse quadratic schedule and im-

portance sampling, as well as respective models for comparison. Results for the Base models of 2.6M

parameters are presented in the top half, and for the Small models of 1.8M parameters in the bottom

half. Each model was trained for 500k iterations and then evaluated on both the LJ-test and Libri-test

sets. Inference was done using both T = 50 and 6 (denoted as ”fast”) diffusion steps. Models not using

an inverse quadratic (IQ) schedule and importance sampling (IS) were trained using a linear βT = 0.05

schedule.

In addition to the objective metrics, models were also evaluated using AMOS as shown in table 4.8.

To highlight the trade-off between inference time and sample quality real-time factors (RTF) were also

computed. This was done by dividing the time it took to generate an audio sample by its length. The

RTF therefore essentially represents the time it takes for the model to generate one second of audio,

where the mean RTF for each test set is shown.
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Model RTF ↓ (CPU) RTF ↓ (GPU) AMOS ↑ (LJ-test) AMOS ↑ (Libri-test)

Base 44.38 0.57 2.88± 0.23 2.14± 0.26

Base + IQ + IS 48.61 0.56 2.74± 0.23 2.12± 0.26

Base (fast) 5.26 0.061 2.75± 0.24 2.07± 0.25

Base + IQ + IS (fast) 5.44 0.061 2.68± 0.22 2.06± 0.25

Small 33.07 0.43 2.76± 0.22 2.07± 0.26

Small + IQ + IS 33.28 0.41 2.76± 0.21 2.09± 0.27

Small (fast) 4.04 0.046 2.65± 0.22 2.07± 0.27

Small + IQ + IS (fast) 4.10 0.046 2.63± 0.22 2.00± 0.25

Table 4.8: AMOS values for Base and Small models trained with an inverse quadratic schedule and

importance sampling, along with linear βT = 0.05 baseline models. Each model was trained for 500k

iterations and then evaluated on both the LJ-test and Libri-test sets. Inference was done using both

T = 50 and T = 6 (denoted as ”fast”) diffusion steps. The Base model consisted of 2.6M parameters,

and the Small model 1.8M parameters. In order to compare inference speeds a real-time factor (RTF) is

also included, which denotes the time it takes to generate one second of audio (in seconds).

In general the AMOS values are not significantly different between the model augmented with an inverse

quadratic schedule and importance sampling and the baseline. However, mean values are in general lower

for augmented ”Base”-models and fast sampling. Furthermore the difference in AMOS means is reduced

additionally for the smaller models. Subjective listening tests also reveal that the difference in audio

quality between all models presented in table 4.8 is essentially inaudible.

As for GPU sampling speed, reducing the model size by around 70% resulted in the model only needing

around 75% of the original inference time. Comparing fast to regular sampling shows that a speedup

of around 9.2 times can be achieved without a significant decrease in AMOS, especially for the external

Libri-test set. Finally the small model with fast sampling was able to generate audio around 12.2 faster

than the ”Base” model with almost no significant reduction in quality. Subjective listening tests also

indicated that the difference in quality was negligible. Using a CPU is in general around 8-9 times slower

than a GPU, where all models achieve inference times which are at least four times slower than real-time.

4.6 Inference Speed

To give a full overview of how all the different models vary in terms of inference speed, RTFs are shown in

table 4.9. For comparison the inference speed of HiFi-GAN is also included, which was calculated using

an openly released pre-trained checkpoint trained on the VCTK [65] data set3. In addition to this the

RTF of the GL-vocoder is also shown. As no GPU-accelerated GL algorithm was found it is excluded.

3github.com/jik876/hifi-gan
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Model RTF ↓ (CPU) RTF ↓ (GPU)

Griffin-Lim 0.15 -

HiFi-GAN 0.33 0.0030

DiffWave 44.38 0.57

DiffWave (fast) 5.26 0.061

DiffWave + IQ + IS 48.61 0.56

DiffWave + IQ + IS (fast) 5.44 0.061

DiffWave Small 33.07 0.43

DiffWave Small (fast) 4.04 0.046

DiffWave Small IQ + IS 33.28 0.41

DiffWave Small IQ + IS (fast) 4.10 0.046

PriorGrad 59.31 0.56

PriorGrad (fast) 7.05 0.071

Table 4.9: Real Time Factor (RTF) for each vocoder model. RTF is defined as the ratio between the time

it takes for a model to generate an audio sample, and the audio sample’s duration. This means that if

the RTF is less than one, the model is faster than real-time. Each model performed inference conditioned

on a mel spectrogram obtained from an audio sample. The presented RTF is the mean RTF for all such

audio samples in the test set.

Figure 4.3: Real-time factors on CPU and GPU for respective models presented in table 4.9. Blue bars

and the left y-axis correspond to CPU values, and orange bars and the right y-axis GPU values.
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The slowest diffusion model was the baseline DiffWave model with T = 50 sampling steps with an RTF

of 0.57, or around 1.7 seconds of audio per second on GPU, and 0.02 on CPU. The fastest model was as

expected the small DiffWave model using T = 6 steps, with an RTF of 0.046 or around 21.7 seconds of

audio per second on GPU, and 0.25 on CPU. No diffusion model shows an RTF faster than real time on

CPU, which only GL and HiFi-GAN reach. All models achieve RTFs less than one on GPU, where the

fastest diffusion model is approximately 15 times slower than HiFi-GAN.

Furthermore, it is worth highlighting that speeds on both CPU and GPU are dependant on the specific

implementation, and large speed-ups are expected to be possible as the code was only optimized minimally.

Therefore attention should mainly be paid to how RTFs compare between models. In general a shorter

schedule resulted in the largest speedup, where using only 12% of sampling steps showed around a 9 times

increase in speed.

4.7 Longer Training

Lastly to see how audio quality would change for increased training times two models were trained

for 2.5 million iterations and evaluated using both regular and fast sampling. Each experiment took

approximately one and a half week of training time on the chosen hardware. Generated samples were

compared to both a shorter trained model (DiffWave 500k) as well HiFi-GAN which was also trained for

2.5M steps. Audio quality scores in terms of AMOS are presented in table 4.11.

LJ-test Libri-test

Model LS-MAE PSNR MRSE LS-MAE PSNR MRSE

HiFi-GAN (2.5M) 0.345 23.854 1.236 0.261 27.673 1.155

DiffWave (500k) 0.550 20.331 1.279 0.680 23.510 1.341

DiffWave (2.5M) 0.568 21.049 1.250 0.759 23.678 1.370

DiffWave (2.5M) (fast) 0.561 20.963 1.259 0.745 23.745 1.383

DiffWave + IQ + IS (2.5M) 0.577 21.282 1.252 0.791 23.754 1.379

DiffWave + IQ + IS (2.5M) (fast) 0.576 21.143 1.271 0.781 23.822 1.392

Table 4.10: Objective metrics for models trained for 2.5M iterations. Samples used for evaluation from

HiFi-GAN were generated using a pre-trained checkpoint, and longer trained models were trained by

resuming training from earlier checkpoints. HiFi-GAN generated audio with a single forward pass of the

generator, where the diffusion models used T = 50 steps, and 6 for the fast schedule. Augmented models

were extended with an inverse quadratic schedule (IQ) and importance sampling (IS).

The best objective scores are obtained by HiFi-GAN on both test sets. All longer trained diffusion models

show similar scores, where the models augmented with an inverse quadratic schedule and importance

sampling do not show a significant improvement. The PSNR and MRSE for the augmented models are

marginally better compared to the regular DiffWave model, however they show worse LS-MAE. The
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longer trained models show better performance than the shorter trained ones, although the difference in

metrics is still minor.

Model AMOS (LJ-test) AMOS (Libri-test)

Ground truth 3.63± 0.26 2.68± 0.38

HiFi-GAN (2.5M) 2.70± 0.25 2.29± 0.38

DiffWave (500K) 2.88± 0.23 2.14± 0.26

DiffWave (2.5M) 3.05± 0.25 2.31± 0.30

DiffWave (2.5M) (fast) 2.99± 0.23 2.24± 0.29

DiffWave + IQ + IS (2.5M) 3.05± 0.25 2.30± 0.29

DiffWave + IQ + IS (2.5M) (fast) 2.98± 0.42 2.23± 0.27

Table 4.11: AMOS for models trained for 2.5M iterations, along with scores for the ground truth data,

HiFi-GAN, and a shorter trained model. Scores were predicted from the audio generated by each model on

each test set. The last two models were trained using the inverse quadratic (IQ) schedule, and importance

sampling (IS).

For AMOS values in table 4.11 the longer trained diffusion models overall show higher means compared

to the two baseline models, but their scores however have overlapping standard deviations. The difference

between the diffusion models and HiFi-GAN seems to be smaller for Libri-test, where HiFi-GAN shows a

similar score to both slower diffusion models. Based on subjective listening tests the audio generated by

HiFi-GAN seems to contain more high-frequency content, but also some smaller artefacts. The difference

between the four diffusion models is essentially inaudible, but their audio seem to contain fewer artefacts,

but also less high-frequency content.
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Chapter 5

Discussion

As now all results have been presented, this section provides a further discussion and interpretation of

them. The overall goal is to comment on the most notable findings from the perspective of the problem

statements in section 1.2, as well as to present a critical view of the results. The discussion is presented

in a similar order as the results, together with some last general comments in section 5.6.

5.1 Variance Schedules

Considering the different choices of variance schedules it was surprising to see the scaled linear schedules

perform the worst in terms of objective metrics and AMOS. However, looking at Figure 2.7 we can see

that both the scaled schedules reach ᾱt = 0 as quickly as after 50% of time steps, which corresponds

to white noise very early in the process and might therefore hinder training. Another aspect might be

that the values of βT were chosen in the context of image generation with a different type of model,

and could need tuning in order to perform better at audio generation. This might also be the case for

the cosine schedule, which does not show as quick of a decline, but nonetheless was also designed for

image generation. It furthermore goes hand in hand with the earlier mentioned experimental evidence of

needing to tune the schedule for the specific problem, which is also supported by the fact that the linear

schedule with βT = 0.05 was manually tuned for DiffWave with T = 50 diffusion steps.

The reason that the inverse quadratic schedule performed as well might therefore be because it is very

similar to the linear schedule up to around 75% of steps in terms of ᾱt, as seen in Figure 2.7. In addition

to this, the schedules observed the same ordering in terms of at which rate the MSF tended towards

white noise, compared to the AMOS. This might indicate that the SF can be used to determine a good

schedule, but it is hard to say. Overall it seems important to keep in mind the shape of ᾱt when designing

the schedule, but a more rigorous investigation is needed in order to determine what other factors can be

used to guide the design. For example, it is not clear if the model learns most effectively when samples

diffuse linearly from data to noise in terms of how us humans perceive them.
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One important observation is that schedules defined in terms of ᾱt avoid the problem addressed by the

scaled schedules, as ᾱt can be retrieved directly from the definition instead of through the product in

equation 2.22 which depends on the number of chosen steps T . This further calls for a more unified

theoretical framework which allows schedules to be defined and used for any number of steps without

their characteristics changing.

It should also be mentioned that the GL-vocoder obtained the best objective metrics in table 4.1, despite

clearly having the worst audio quality. This points towards the objective metrics being bad indicators of

perceived audio quality. That GL achieved such a low LS-MAE and MRSE might also be caused by the

fact that the GL-algorithm is related to reducing a squared error between spectrograms.

5.2 Importance Sampling

From the experiments concerning the sampling of t it is apparent that using importance sampling reduces

the variance of the loss during training, which can be helpful in terms of training stability. However, as

the AMOS was very similar, it is not possible to say if it positively impacts performance. One hypothesis

as to why importance sampling resulted in better LS-MAE on LJ-test, and LS-MAE and MRSE on

Libri-test, is that the model sees more samples closer to x0 during training because of the weighting of t.

This in turn might cause the model to become better at the last few steps which have the most impact

on the audio quality.

When applied to diffusion for image generation earlier work showed it to make the model more robust to

fewer sampling steps, i.e. maintain a higher sample quality, which can not be seen from these experiments.

One reason might just be that the vocoding problem does not suffer from as an extreme skewness of the

loss. However, it shows that it is possible to obtain more stable training while keeping the audio quality

of the samples similar.

5.3 Noise Prior

The choice of a starting noise ”closer” to the target data showed to impact performance positively both

in terms of objective and subjective metrics. However, it is harder to say for sure in terms of AMOS. The

choice of noise is however very limited to the specific vocoder application, which makes it less applicable

to the diffusion framework in general. Despite this, reducing the amount the model needs to denoise the

starting sample seems to be an effective way of reducing the inference time needed, as you essentially give

it a ”head start”. Injecting too much human knowledge into ML models should however always be met

with caution, as the freedom to find the best solution itself was one of the main reasons for their success

in the first place.

Furthermore, using a modified prior actually resulted in a larger drop in AMOS when using a fast inference

schedule. This calls for a custom schedule as the forward and reverse diffusion process essentially looks
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different, and might be worth investigating. It is also interesting that the model achieved a higher MRSE

on both test sets compared to the baseline. Even though no overfitting was detected via the validation

set during training, which only considered one spectrogram setting, a higher MRSE for both test sets

might indicate the model is overfitting to the specific choice mel spectrogram, as MRSE weighs in several

settings.

In addition to this, the fact that the choice of prior was not investigated further together with the other

improvements was because of problems with the initial results, which after later experiments actually

resulted in an improvement. Investigating this further is therefore left as an obvious next step for future

work.

5.4 Size, Speed, & Training Time

Reducing the model size proved to be a relatively effective way of obtaining a faster inference time and

maintaining similar AMOS. However, this raises the question if the full capacity of the larger model is

actually needed for the task at hand. That is, does a smaller model perform comparatively because

the problem is able to be solved with less parameters? Additionally, a larger training set might also be

interesting to investigate, as it in some sense can be considered a ”harder” task because the model needs

to generalize to a wider range of data. Furthermore, using an inverse quadratic schedule and importance

sampling did not result in a model which showed less reduction in AMOS with a reduced size, as it

remained very similar. As the fast schedule of 6 steps designed for DiffWave was even more effective at

obtaining a faster inference time compared to a reduced size, it would be worth investigating if even fewer

sampling steps are possible.

The fact that HiFi-GAN was the faster model was not surprising, as it only needs a single forward

pass for generation. However, one of the main advantages of diffusion models compared to GANs is

the flexibility of model choice, along with a simple training objective. Having seen diffusion models

outperform GANs for image generation recently, it should probably be expected to see them do the same

for audio generation. However, it might be more applicable to problems where speed is not as big of a

concern.

The slower than real-time generation speeds on CPU make the models hard to use in a real-time setting

on such hardware, where an RTF less than one is needed. This is based on the assumption that no

interruptions in the audio generation are wanted, as it would impact the user experience negatively. An

RTF significantly less than one might even be desirable for a text-to-speech system to achieve fast enough

response times and no siginificant initial delay. However, inference on GPU is promising, especially using

a smaller model with a shorter schedule tuned for the specific problem. There also exist several ways

to speed the model up further, such as using 16-bit precision, or code optimization (such as compute

graph tuning), which might make the model more viable in a production setting. One of the aspects

which might hinder inference on a remote GPU is that data will need to be sent to and from the GPU

to the device which the audio is to be played on, further slowing the process down. However, many

modern devices are starting to add custom hardware for ML algorithms, which could potentially relieve
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the problem. Lastly better performance is also to be expected with a better architecture, which was not

considered.

As for the two models trained for 2.5M steps the only marginal improvements indicate that the extra

training time might not be worth it. Although in a commercial setting it could be justified in order to

maximize the audio quality, and the extra compute is available. Compared to HiFi-GAN, audio quality

scores are very similar which shows that comparable performance is obtainable. However, as the GAN-

generated samples seem to contain more high frequency content, it might be the case that the diffusion

model spends too much time removing noise instead of adjusting finer details in the audio. One way to

remedy this would be to somehow allow the model to spend more iterations refining samples close to x0.

5.5 Evaluation Methods

In general the absence of reliable ways to evaluate the quality of generated samples makes it difficult to

say if a change actually is significant. Partly because of the inconsistency of the objective metrics, but also

because of the fact that AMOS values are just model approximations, and have large standard deviations.

Interestingly the standard deviations are not reduced for a larger sample size, i.e. they are very similar

both for LJ- and Libri-test. Also, as the ground truth AMOS is lower for Libri-test, the actual audio

quality is also expected to be lower. However, when listening to the samples this does not seem to be the

case. One cause for these inconsistencies might be the inherent stochasticity of the AMOS model used

for prediction, as well as a lacking ability to generalize to unseen speakers and acoustic environments.

5.6 General Observations

From the AMOS scores on the two test sets it can be seen that the different vocoder models actually

generalize relatively well to unseen speakers. Listening to the generated audio also reveals that no major

degredation in quality can be heard in the samples from Libri-test. However, as the training data only

contained a single speaker a potential way to increase the models ability to generalize would be to train

on data with multiple speakers, and thereby hopefully make them more robust. This would increase their

potential to be used with any type of acoustic model.

As for the training of the models, the loss was observed to reduce quickly in the first few iterations,

and then settle towards reducing very slowly and with a high variance. This resulted in only a small

improvement in the loss over a large amount of iterations. This slow reduction might just be a consequence

of the vocoder problem, or it might also indicate that the chosen loss function does not provide a strong

enough learning signal for the model. As other loss functions have been explored, this is an area of

potential future improvement, where somehow accounting for the perceptual quality of the audio would

be interesting. Another aspect worth considering is the parameterized variance Σθ used during denoising.

None of the investigated models used a learnable variance, as this was a simplification which was followed

by earlier established models. However, allowing the model to learn Σθ might provide it with greater
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denoising flexibility, and thereby also an ability to generate samples of higher quality. Lastly Nichol et

al. also argued that a learnable sigma is more important when using fewer diffusion steps [42].

Overall the generated audio from the networks are of very similar quality to the ground truth samples,

and can in many cases not be distinguished between. It is therefore reasonable to consider the diffusion-

based vocoder capable of solving the phase-reconstruction problem. However, there are still many types

of improvements needed for it to become performant enough with limited hardware.
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Chapter 6

Conclusion

The presented results show that it is possible to solve the phase-reconstruction problem with a diffusion-

based vocoder faster than real-time on GPU, but not on CPU. However, further speed ups which make the

model viable might be possible. The choice of variance schedule is shown to greatly impact performance,

where the main factor seems to be how quickly the schedule produces noise, but more research is needed.

The presented inverse quadratic schedule is shown to perform on par with the best linear schedule for

the vocoding task. The addition of importance sampling and an adjusted noise prior also show improved

performance in the form of more stable training and increased sample quality respectively. However,

results do not show the additions to make the model more robust towards a shorter schedule or smaller

architecture. The diffusion-based vocoder manages to generalize well to data of another speaker, but as

approximate mean opinion scores cannot be compared between data sets it is hard to say definitively.

This is further complicated by the objective scores’ lacking correlation with sample quality. The diffusion

model is able to generate audio of similar quality to HiFi-GAN, but is considerably slower. It could

potentially be used in a real-time text-to-speech application, given that inference is done on GPU and

further optimization is performed.

6.1 Future work

The main next step, as earlier mentioned, would be to train a PriorGrad model with an inverse quadratic

schedule and importance sampling. It would be interesting to see how these three additions would perform

together, as results for PriorGrad seemed promising. Additionally, if the main goal would be to achieve

maximum performance in an application setting, main focus should be put on reducing the model size

and schedule length while maintaining audio quality. Extensions such as using a higher sample rate, fine

tuning the model with a specific acoustic model, as well as student-teacher knowledge distillation, could

also be considered. Furthermore, in order to obtain more rigorous results resources should be put into

collecting real mean opinion scores.
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For the diffusion framework a deeper theoretical understanding of how the schedule affects the per-

formance of the model seems to be needed, as relying on heuristics and ad-hoc human judgement is

unreliable. With regards to the importance sampling it would also be beneficial to further analyze why

the model seems to perform differently for different time steps, as the reasons presented so far are mainly

hypothetical. A connection worth exploring might be to score matching, which has been shown to exhibit

inaccurate estimation in regions of low data density [57].

Additional extensions of the diffusion model framework include a learnable Σθ, as mentioned, as well as

conditioning on the noise level ᾱt in the network instead of t. This would free up a lot of parameters as

the transformer-inspired time embedding would not be needed. It could potentially also make the model

more robust to shorter schedules with ᾱt ∈ [0, 1] as non-integer values for t could be avoided. In addition

to this, a more sophisticated prior covariance estimate beyond a diagonal Σ could also be beneficial.

Considering the vocoding and TTS problem in general it is clear that recent progress has mainly been

on end-to-end models, contrary to the approach of intermediate representations. As creating a linguistic

and acoustic model is an entire challenge of its own, looking towards modern end-to-end models seems to

be a viable option for creating a performat TTS system. On a high level the strength of diffusion models

are generating samples of high quality, but not at high speeds. It would therefore be interesting to look

further into applications in audio where speed is not as important. Furthermore, diffusion models have

found great success generating lower dimensional latent samples, compared to larger high-dimensional

data such as high sample-rate audio. Therefore a possible extension of the vocoder framework would be

to let a diffusion model generate a lower dimensional, low sample-rate audio sample, and then use a final

model to up-scale the sample to a higher sample-rate, e.g. via super resolution.
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