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Abstract 

This thesis investigates fusion techniques in multimodal transformer models, focusing on en 
hancing the capabilities of !arge language models in understanding not just text, but also other 
modalities like images, audio, and sensor data. The study compares late fusion ( concatenat 
ing modality tokens after separate encoding) and early fusion (concatenating before encoding) 
techniques, examining their respective advantages and disadvantages. It examines a mid-fusion 
approach, aiming to combine the strengths of both methods. The effectiveness of this approach 
is evaluated in terms of accuracy and computational impact on the Visual Question Answering 
(VQA) task. Using a pretrained T5 mode!, the research incorporates image tokens (calculaed 
by Vision Transformer, ViT) into intermediate activations of the mode!. The findings indicate 
that standard early fusion techniques underperform with larger decoders, while late fusion with a 
smaller decoder yields the best results on the VQA task. This conclusion also extends to pooled 
modality tokens. Additionally, the thesis includes a comprehensive literature study, identifying 
benchmark datasets for video understanding in multimodal learning and highlighting datasets that 
demand a robust understanding of all involved modalities. This research contributes to the field 
by exploring and validating a novel fusion technique in multimodal learning, offering insights into 
its practical applications and !imitations. 
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1 Introduction 

1.1 Motivation 
1.1.1 Where to Fuse 

Natural Language Processing (NLP) is an interdisciplinary field that merges computer science, lin 
guistics, and artificial intelligence to enable machines to understand, interpret, and generate human 
language. At its core, NLP seeks to bridge the gap between human communication and computer 
understanding. In this thesis I say that a model "understand" when it is able to accomplish tasks 
which is only achievable by a human if the human understand. A Language Model, a central concept 
in NLP [1], is a machine learning model that is trained to predict the likelihood of a sequence of words. 
It can generate text, complete sentences, or even predict the next word in a sequence based on the 
context provided by the preceding words. 

Machine Learning (ML) plays a pivotal role in building these models in NLP. ML refers to the 
process where computers use statistical techniques to learn from data, improving their performance on 
a specific task without being explicitly programmed for that task [2]. Among various ML approaches, 
deep learning, a subset of ML, has shown remarkable success in NLP. Deep learning involves the use of 
neural networks with multiple layers, each layer learning different aspects of the data and contributing 
to the model's overall understanding and decision-making process [2]. 

A Layer in a neural network context refers to a collection of neurons, basic units of computation 
in the brain, working together within the network [2]. Each layer can transform the input data in 
a different way, thanks to the neurons' ability to learn from data. NLP has recently experienced 
significant advancements as it was discovered that its capabilities grow steadily as you increase the 
model sizes, meaning more and bigger layers. These larger models can capture a broader range of 
language nuances and complexities, leading to more accurate and coherent outputs. 

The public became widely aware of these capabilities when OpenAI released ChatGPT [3]. This 
event marked a turning point, showcasing the practical applications and potential of advanced NLP 
models. Following this, researchers have started to investigate how language models can use other 
modes of input when generating text. A modality in this context refers to the type of data or way 
in which information is represented, such as text, images, or sound. One noteable outcome of this 
research is Google's Gemini model [4]. 

Multimodal Language Models, therefore, are models that can process and integrate information 
from multiple different modalities. These models are designed to understand and generate content that 
goes beyond mere text, potentially leading to richer and more contextually relevant outputs. However, 
a critical challenge in multimodal learning is modality fusion, the process of combining different types 
of data into a unified representation that can be processed by the model. 

The two most common modality fusion techniques are early fusion and late fusion. Early fusion 
involves combining the different modalities at an initial stage, before feeding them into the model 
[5]. This approach allows the model to learn from the integrated data from the start but can be 
computationally expensive and less flexible. Late fusion, on the other hand, involves processing each 
modality separately with different models and combining their outputs at a later stage [5]. This method 
is more flexible and less computationally demanding but may fail to capture the interdependencies 
between modalities effectively. 

Mid fusion potentially offers a middle ground, fusing modalities at an intermediate layer of the 
model. It can be a compromise between the pros and eons of early and late fusion, leveraging the 
benefits of both. Mid fusion is not a single method but a spectrum of approaches, ranging from fusing 
at an early layer ( close to layer O) to a later layer ( close to the last layer). Mid fusion is more complex 
to implement and has therefore not been studied as much in practice. 

The main problem statement of this work is to investigates which layer is best to fuse at in a 
mid fusion setting. Finding the optimal fusion point could lead to models that are both better and 
computationally efficient. Such efficiency is particularly important for making advanced NLP models 
accessible on mobile devices, where computing resources are limited. Additionally, better-performing 
models can lead to more accurate and reliable applications of NLP in various domains, ranging from 
automated customer service to enhanced language translation services. The potential benefits of this 
research are vast, promising to further the reach and effectiveness of NLP in my increasingly digital 
world. More efficent algorithms is also a benefit for the enviroment. 
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1.1.2 Evaluation 

Evaluating language models is a complex and nuanced task. Unlike other machine learning tasks 
where you can often campare model predictions directly with ground truths, language presents unique 
challenges. For example, in image classification, the model's output can be directly compared with 
the actual label of the image to determine accuracy [2]. However, when it comes to text, the inherent 
flexibility and variability of language come into play. There are multiple ways to express the same idea 
or answer the same question, making direct comparison less straightforward. 

This complexity is further amplified in the context of evaluating multimodal models. In these 
models, it is essential to ensure that the evaluation process comprehensively tests the model's under 
standing of all individual modalities involved. An effective evaluation should not allow the model to 
achieve high scores by only excelling in one modality while neglecting others [24]. The evaluation must 
be holistic, ensuring that the model demonstrates an integrated understanding of all the modalities it 
is designed to process. 

To address these challenges, there have been attempts to quantify the similarity between sentences 
[18]. This approach can be used to evaluate model outputs by comparing how similar the generated 
text is to a target sentence. Such similarity measures, however, must be sophisticated enough to 
capture the nuances of language, including semantics, syntax, and context. 

This work also includes a comparison between different video understanding benchmarks and their 
suitability for evaluating multimodal capabilities. Video understanding benchmarks are particularly 
relevant for multimodal models as they often involve the integration of visual and auditory information 
with text. By analyzing and comparing these benchmarks, this research aims to identify which are most 
effective at assessing a model's ability to process and integrate information across different modalities. 

Understanding the strengths and limitations of various evaluation benchmarks is crucial for several 
reasons. First, it helps in the development of more robust and capable multimodal models by providing 
clear and comprehensive criteria for assessment. Second, it advances the field by setting standards 
for what constitutes a successful integration of multiple modalities in language models. Finally, by 
identifying the most effective benchmarks, this research contributes to the broader goal of improving 
the accuracy and reliability of multimodal language models, making them more useful and applicable 
in real-world scenarios where multiple forms of data are often present. 

1.1.3 Contributions 

This work show how a multimodal !arge language mode! perform on a visual question answering task 
[16]. This can be used to build intuition for how other models act in similar circumstances, which can 
be useful for projects with smaller compute budgets. It remains to be determined to what extent these 
result carry over to other models. Furthermore I identify three video understanding datasets which 
show promise as good benchmarks for multimodal understanding. 

1. 2 Background 
1.2.1 History of NLP 

Language models (LMs) have become a cornerstone of modern natura! language processing (NLP) [l]. 
In its essence, they are next token predictors hut can be used in applications ranging from simple 
text classification to complex dialogue systems. Tokens are a group of characters that often appear 
together. For example, the word "is" is a single token, hut "training" will be split inta two tokens: 
"train" and "ing" [1] .. 

The early development of language models was significantly influenced by statistical methods, with 
n-gram models playing a pivotal role. An n-gram is a sequence of 'n' items (words or characters) 
from a given sample of text or speech. The core principle of n-gram models is based on the Markov 
assumption, which posits that the probability of a word is dependent only on a limited number (n-1) 
of preceding words [1]. 

This concept is more clearly demonstrated in the bigram mode! (where n=2), which approximates 
the probability of a word (wn) given all preceding words (P(wnlw1,w2, .. ,,wn-i)) by using only the 
conditional probability based on the immediately preceding word (P(wnlwn_i)). In other words, the 
bigram mode! simplifies the probability estimation by focusing only on the mast recent word in the 
sequence. 
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Similarly, this approximation can be extended to trigrams (n=3) and larger n-grams, where the 
focus is on the last n - l words. The general form of this approximation for an n-gram model can be 
mathematically expressed as: 

P(wnlw1, W2, ... , Wn-1) ~ P(wnlwn-N+l, ... , Wn-1) 

In this formula, 'N' represents the size of the n-gram (e.g., N=2 for bigrams, N=3 for trigrams). 
This approximation allows for the computation of the probability of a complete sequence of words 
(P(w1, w2, ... , wn)) by considering the conditional probability of each word given its immediate N - l 
word context [1]. 

Despite their effectiveness in capturing local context, n-gram models suffer from the curse of dimen 
sionality and have difficulties handling long-range dependencies due to their Markovian assumption 
(i.e., the future is independent of the past given the present). Also, n-grams require a large corpus 
(collection of text) to accurately model the probabilities of word sequences, and they struggle with the 
sparsity of linguistic data, often encountering unseen word combinations <luring training. 

To overcome the limitations of traditional n-gram models, which could only capture limited context 
and were prone to data sparsity issues, researchers shifted focus towards distributed representations of 
words. This approach led to the development of models that represent words as vectors in a continuous 
vector space. A significant milestone in this evolution was the introduction of Word2Vec by Mikolov 
et al. [6]. Word2Vec models, especially its two architectures - Skip-gram and Continuous Bag-of 
Words (CBOW), learn to represent words as dense vectors (i.e., embeddings) in a way that words with 
similar meanings have similar representations. The optimization of these models aims to create word 
embeddings that capture both semantic (meaning-based) and syntactic (grammar-based) properties of 
words. 

These learned embeddings are then employed in various Natural Language Processing (NLP) tasks, 
like text classification, sentiment analysis, and machine translation. They have shown to provide 
superior results compared to traditional sparse representations, such as one-hot encoding, mainly 
because they efficiently capture the nuanced relationships between words in a dense, low-dimensional 
space. 

Building on the success of word embeddings, a new class of models started to gain popularity in 
the field of natural language processing. These models are based on the concept of a neural network, 
which is a computational framework inspired by the structure and functioning of the human brain. 
Neural networks consist of interconnected units or nodes that work together to process and analyze 
data, learning to perform tasks by considering examples. Among these models, the Recurrent Neural 
Network (RNN) and its variants such as Long Short-Term Memory (LSTM) and Gated Recurrent Unit 
(GRU), have become particularly prominent. An RNN isa type of neural network specifically designed 
to handle sequential data. U nlike traditional neural networks, which process in puts independently, 
RNNs have loops in them, allowing information to persist and flow based on the sequence of the 
data. This architecture makes RNNs ideal for tasks like language modeling, where understanding the 
sequence and context of words is crucial [7]. Unlike n-gram models, RNNs can, in theory, capture 
long-range dependencies: 

(1) 

(2) 
Here, Xt is the input at time step t, ht is the hidden state, Yt is the output, and W and b are 

the learnable parameters of the model. f is a non-linear activation function, often tanh or a sigmoid 
function [2]. RNNs process input sequences one element at a time, maintaining a 'memory' of previous 
inputs through their interna! states. 

Despite their theoretical advantages, RNNs and LSTMs are notoriously difficult to train effectively 
due to issues like vanishing and exploding gradients. These challenges arise from the multiplicative 
gradient that can exponentially decrease or increase through time, particularly with long sequences, 
making it difficult for the model to learn long-range dependencies. This limitation led to the exploration 
and eventual adoption of alternative architectures, like the transformer, for processing sequential data 
in language tasks. 

Prior to transformers, attention mechanisms were integrated into neural network architectures as 
a solution to the shortcomings of RNNs and LSTMs in capturing long-range dependencies. Attention 
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mechanisms allow models to focus on different parts of the input sequence when predicting each word 
in the output sequence, essentially providing a shortcut for information flow across distant positions 
in the sequence [1]. Here, focus mean to lay more importance on the contributions of certain inputs 
when calculating the output. 

Bahdanau et al. 's introduction of the attention mechanism in neural machine translation was a 
seminal development [8]. The attention mechanism is a process that allows a neural network to focus 
selectively on certain parts of an input sequence when producing an output, similar to how human 
attention works when I focus on specific aspects of what I see or hear. 

This method enables the model to dynamically select and focus on different parts of the input 
sequence, improving its ability to capture long-distance dependencies, a crucial requirement in many 
NLP tasks, especially in machine translation. The success of attention mechanisms in enhancing 
sequence modeling capabilities paved the way for the development of transformer models, which entirely 
rely on attention mechanisms, dispensing with recurrence and convolutions . 
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Figure 1: Example of an attention map from a transformer model <luring English-French translation, 
with grayscale intensity reflecting the model's focus on word pairings. Attention in transformers is 
computed through a high-level process that assigns importance to different parts of the input when 
predicting each word in the output, using a mechanism that emphasizes relevant information and 
diminishes the less important [8]. 

The journey from the earliest statistical models to the neural network-based architectures, with an 
emphasis on capturing the sequential nature and contextual nuances of language, has been driven by the 
need to model human language more naturally and effectively. The progression through various models 
highlights not only technical advancements but also a deeper understanding of language representation 
and processing. This path of development leads us to the introduction of transformer models, which I 
will explore in the next section. 

1.2.2 Transformers 

Transformers, introduced by Vaswani et al. in their 2017 paper "Attention Is All You Need" [9], 
represent a paradigm shift in how sequence data is processed in machine learning models, particularly 
for NLP tasks. Their unique architecture allows them to handle long-range dependencies with greater 
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efficiency than previous RNN and LSTM models. The key innovation in transformers is the self 
attention mechanism, which enables the mode! to weigh the significance of different parts of the input 
data independently of their sequential position. It is a version of the previously discussed attention 
mechanism where the attention of each word in a sentence is calculates for all other words in the same 
sentence, 

The original transformer mode! comprises two primary components: the encoder and the decoder. 
The encoder generates a vector representation of the model's inner state, and the decoder translates 
this to a probability distribution over all words Each consists of a stack of identical layers ??, with 
each layer containing two sub-layers for the encoder and three for the decoder. The sub-layers include 
multi-head self-attention mechanisms and position-wise fully connected feed-forward networks. 

Output 
Probabilities 

lnputs Outputs 
(shifted right) 

Figure 2: Transformer architecture[9] 

The self-attention mechanism in neural networks, particularly in sequence processing models, is 
designed to dynamically weigh the significance of different elements in a sequence for each element of 
that sequence. This mechanism is implemented through the computation of three sets of vectors for 
each element in the input sequence: queries (Q), keys (K), and values (V). These vectors are derived 
from the input data using learned linear transformations [9]. 

1. Queries: These are vectors that represent the current element in the sequence that I are trying to 
understand or focus on. The query essentially asks which elements in the sequence are most relevant. 

2. Keys: These vectors correspond to all elements in the sequence, including the current element. 
They act like identifiers for each element. The compatibility or relevance of each sequence element 
with the query is determined by comparing the query with all the keys. 

3. Values: These are also vectors corresponding to all elements in the sequence. After determining 
the relevance of each element (through the query-key comparison), the values provide the actual content 
that I want to focus on. They carry the information from the input data that should be used in the 
output representation of the current element. 

The attention function is mathematically represented as: 

(
QKT) Attention(Q, K, V)= softmax .Jd,;, V (3) 

In this equation, QKT represents the dot product between the query and key vectors, which 
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measures their compatibility. The scaling factor ,/di;, where dk is the dimension of the keys, is used to 
normalize the dot products, preventing excessively large values that can lead to unstable gradients in 
the training process. The softmax function is then applied to these normalized dot products to create 
a distribution of weights that sum up to one. These weights are used to compute a weighted sum of the 
values, resulting in the final output of the attention mechanism for the current element. This process 
is repeated for each element in the sequence, allowing the model to consider the entire sequence when 
constructing the representation of each element. 

The concept of "Multi-Head Attention" is a significant enhancement to the self-attention mecha 
nism [9]. It allows the model to process information in multiple representation subspaces at different 
positions simultaneously. This is achieved by creating multiple "heads" in the attention mechanism, 
each with its own set of linear projections for queries, keys, and values. 

In more detail, for each head (totaling h heads), the queries (Q), keys (K), and values (V) are 
transformed using distinct, learned linear projections. This means that for each head i, there are 
three separate weight matrices: WiQ for queries, W{ for keys, and Wt for values. These matrices 
are parameters of the model, learned <luring the training process. They enable each head to focus 
on different aspects or parts of the input sequence, as they project the input vectors into different 
subspaces. 

Once the queries, keys, and values are projected, the attention function is applied to each set of 
projections in parallel. This results in dv-dimensional output values from each head. These output 
values from all the heads are then concatenated together. This concatenated vector captures a diverse 
range of features or patterns from the input, as each head may focus on different parts of the input 
sequence. 

Finally, this concatenated vector is transformed again using another learned linear transforma 
tion, represented by the weight matrix w0. This final transformation is crucial for combining the 
information from all the heads into a unified output that can be used in subsequent layers of the 
model. 

The mathematical representation of Multi-Head Attention is as follows: 

MultiHead(Q, K, V)= Concatfheadj , ... , headh)W0 

where head, = Attention(QW?,KW{, VWt) 

(4) 

(5) 

In these equations, the w?, W{, and Wt are the individual weight matrices for each head that 
transform the queries, keys, and values respectively. w0 is the weight matrix that combines the 
outputs of all the heads. These matrices are essential for the model to capture and integrate a wide 
range of information from different parts of the input sequence, enhancing its ability to understand 
complex patterns and relationships [9]. 

In addition to the attention mechanism, each layer of the transformer model incorporates a fully 
connected feed-forward network (FFN). This FFN is applied independently but identically at each 
position. The FFN consists of two linear transformations with an activation function in between. 
Specifically, the activation function used here is the Rectified Linear Unit (ReLU). The ReLU function 
is defined as max(0, z), where z is the input to the function. It essentially sets all negative values in z 
to zero, allowing only norr-negative values to pass through [9]. 

The feed-forward network can be represented by the following equation: 

(6) 
In this equation: - W1 and W2 are the weight matrices for the two linear transformations. They 

scale and transform the input data. - b1 and b2 are the bias vectors for the two linear transformations. 
They are added to the output of the weight matrix multiplication to shift the result. 

The combination of linear transformations and the ReLU activation function allows the network 
to learn complex patterns in the data. 

Transformers process data without an inherent understanding of the sequence or order of that data. 
This is a limitation when dealing with sequential data like text, where the position of each word is 
crucial for understanding. To overcome this, transformers add 'positional encodings' to their input 
embeddings at the beginning of both the encoder and decoder sections [9]. These positional encodings 
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are designed to have the same dimensionality (dmodeI) as the embeddings, which allows them to be 
directly added together [9]. 

The positional encoding for a particular position in the sequence (pos) and dimension (i) is cal 
culated using sine and cosine functions. For even dimensions (represented by 2i), the sine function is 
used: 

PE(pos,2i) = sin (pos/100002i/dmodel) 

For odd dimensions (represented by 2i + 1), the cosine function is used: 

PE(pos,2i+l) = cos (pos/100002i/dmodel) 

(7) 

(8) 

In these equations, pos refers to the position in the sequence (like the position of a word in a 
sentence), and i is a particular dimension within the embedding space. This approach allows the 
mode! to factor in the order of the data, enhancing its ability to understand and generate sequential 
information like natura! language. Using sine and cosine in the calculations makes the encoding 
positional in nature. This allows the mode! to more easily understand the relative position in the 
sequence of each input vector. 

Transformers offer several key advantages over previous sequence modeling approaches: 
1. Parallelization: Unlike RNNs and LSTMs, which process data sequentially, transformers allow 

for much more parallelization, leading to significant speedups in training and inference. 
2. Handling Long-range Dependencies: The self-attention mechanism enables the mode! to eon 

sider the entire sequence of inputs simultaneously, making it more effective at capturing long-range 
dependencies in the data. 

3. Flexibility and Generalization: Transformers have demonstrated remarkable flexibility, being ef 
fective not only in NLP tasks such as machine translation, question answering, and text summarization, 
but also in areas like image recognition and generative tasks in computer vision [9]. 

1.2.3 Multimodality in Machine Learning 

In the context of machine learning, the term "modality" refers to the type or form of data input or 
output by a mode!. Common modalities include text, images and audio, each characterized by distinct 
data structures and features [4]. 

Multimodal learning involves the integration and processing of data from multiple modalities. 
It aims to build models that can understand and relate information across these different forms, 
capitalizing on the strengths and compensating for the weaknesses of each individual modality [14]. 

Transformers are able to perform cross-modal attention, wherein the self-attention mechanism is 
adapted to attend not just within the same modality, but across different modalities. This works 
because the representation of each modality is a numeric vector, allowing them to be treated in the 
same way. For example, in a text-and-image model, the attention mechanism can enable the mode! to 
focus on specific words in the text while simultaneously attending to relevant regions in the image. 

Unlike early multimodal systems that stitched together separately trained unimodal models, mod 
ern multimodal transformers are often trained end-to-end. This unified training allows for more seam 
less integration of information across modalities and better optimization towards the task at hand. 

1.2.4 Modality Fusion 

Modality fusion is the process of combining multiple modalities to produce a unified representation 
[5]. Fusion methods can be broadly categorized into three types: early, mid, and late fusion. Each 
method has its specific characteristics, advantages, and challenges [14]. 

Early fusion involves combining features from different modalities at an early stage before feeding 
them into the learning mode!. This means raw data from each modality is transformed into a feature 
vector, and these vectors are concatenated or otherwise combined before any significant processing 
occurs. 

Mathematically, if X1,X2, ... ,Xn represent feature sets from n different modalities, early fusion 
may involve an operation like concatenation: 

(9) 
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Pros: 1. Simplicity: Early fusion is conceptually simple and straightforward to implement. 2. 
Feature Interactions: It allows for the interaction of features from different modalities at the earliest 
stages, which can be beneficial when these interactions are important for the task. 

Cons: 1. Feature Dominance: One modality may dominate the feature space, overshadowing 
important features from other modalities. For example by having a much greater magnitude. 2. 
Computation: The transformer model's time complexity is quadratic with respect to the input length. 
Combining inputs early results in more layers having to deal with longer input lengths. 

Late fusion is at the other side of the spectrum. It occurs at the final stage of the process, where 
each modality is processed independently, and the results are combined only at the decision stage. 

For late fusion, separate models are trained independently for each modality. The outputs D1, D2, ... , Dn 
(like dass scores or probability distributions) are then combined for example with concatenation: 

Dtate fused = [D1; D2; •••i Dn] (10) 

Pros: 1. Modality lndependence: Each modality can be processed using the most suitable model 
and training dataset. 

Cons: 1. Limited lnteraction: Fails to capture complex interactions between modalities. 2. 
Decision Alignment: Requires alignment of decisions, which can be challenging if the outputs are not 
directly comparable. 

Mid fusion happens at an intermediate level of processing and can be seen as a compromise between 
early and late fusion. Here, each modality is processed separately to an extent, and their representations 
are fused before the final decision-making layers of the model. 

In mid fusion, separate feature extractors first process each modality. The extracted features 
R1, R2, ... , Rn are then combined, often using methods like concatenation: 

Rmid fused = [R1; R2; •••i Rn] (11) 

Pros: 1. Balance: Offers a balance between preserving modality-specific features and enabling 
interactions among modalities. 2. Flexibility: Allows different modalities to be processed using their 
optimal architectures. 

Cons: 1. Complexity: More complex than early fusion, requiring careful design to effectively 
combine intermediate representations. 

Due to the added complexity, mid fusion has been studied less in practise. 

1.3 Related works 
1.3.1 T5: Text-To-Text Transfer Transformer 

The Text-To-Text Transfer Transformer (T5) model, as introduced by Raffel et al. [10], stands as a 
paradigmatic example of transformer-based language models. It marks a transformative development 
in natural language processing (NLP), integrating diverse NLP tasks within a unified text-to-text 
framework. 

Central to T5's design philosophy is the concept of formulating every NLP challenge as a text 
to-text problem. This paradigm entails interpreting both inputs and outputs exclusively as textual 
strings. This approach diverges notably from traditional NLP models, which typically employ distinct 
architectures and frameworks tailored to specific tasks such as text classification, summarization, or 
translation. By consolidating these varied tasks into a cohesive model structure, T5 streamlines the 
application of transfer learning in NLP. 
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"translate English to German: That is good." 

"cola sen tence: The 
caurse is jumping well." 

"stsb sentence1: The rhina grazed 
an the grass. sentence2: A rhina 

is grazing in a field." 

"summarize: state authori ties 
dispatched emergency crews tuesday ta 
survey the damage after an onslaught 
of seve r e weather in nu ss Lss tpp t ;" 

Figure 3: Diagram of T5. Every task is cast as a sequence to sequence task [10] 

The T5 architecture, inspired by the seminal transformer model of Vaswani et al., incorporates 
an encoder and decoder, each composed of multiple transformer blocks. T5 distinguishes itself in its 
pre-training and fine-tuning methodologies [10]. 

Pretraining of T5 is done through supervised learning where the input is a sentence with some 
words blanked out and labels beeing these words. This give T5 a base understanding of language. 
Fine-tuning involves adapting this pre-trained model to specific tasks, reinterpreting all tasks as text 
sequence problems. For example, a classification task, typically seen as label prediction, is reframed 
to predict textual outputs like "positive" or "negative." 

T5 has exhibited exceptional efficacy across a multitude of NLP tasks. Its success can be attributed 
to several factors: 

- Unified Framework: By transforming all tasks into a text-to-text format, T5 facilitates the appli 
cation of transfer learning across diverse tasks, enhancing performance and simplifying the modeling 
of various NLP challenges. 

- Comprehensive Pre-training: The span corruption technique in pre-training equips T5 with an 
in-depth, contextual understanding of language, advantageous across different tasks. 

- Scalability: With training available in sizes ranging from small to extra-large, T5 offers versatility 
to meet various computational and application needs. 

1.3.2 Vision Transformer 

The Vision Transformer (ViT) [11] marks a significant advancement in the application of transformer 
models, traditionally used in NLP, to the domain of computer vision. Introduced by Dosovitskiy et al., 
ViT demonstrates that pure transformer models, when pre-trained on sufficiently large datasets, can 
achieve state-of-the-art results in image classification tasks, challenging the dominance of Convolutional 
Neural Networks (CNNs) in this field. 
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Figure 4: ViT architecture [11] 

Transformers, designed initially for sequential data like text, need to be adapted for processing im 
ages, which are inherently two-dimensional. ViT accomplishes this by treating an image as a sequence 
of fixed-size patches, analogous to how words (or tokens) are treated in NLP tasks. 

The key idea in ViT is to split an input image into a sequence of smaller image patches as can be 
seen in 4. Each patch is then flattened and linearly embedded (similar to word embeddings in NLP). 
This process can be represented as: 

Xp = [x!E, x;E, ... , x1;: Ej + Epos, (12) 

where xt denotes the i-th image patch, E is the embedding matrix for the patches, N is the total 
number of patches, and Epos represents the positional embeddings added to maintain spatial informa 
tion. The sequence of embedded patches and dass token is passed through a standard transformer 
encoder, as originally proposed by Vaswani et al. The transformer encoder consists of alternating 
layers of multi-head self-attention and MLP blocks, along with layer normalization: 

Transformer Encoder = LN(MHSA(LN(MLP(·)))) (13) 

where LN, MHSA, and MLP stand for Layer Normalization, Multi-Head Self-Attention, and Multi 
Layer Perceptron (a single layer in a standard neural network), respectively. 

1.3.3 Pooling Mechanisms in Deep Learning 

Pooling is an essential technique in deep learning, commonly used in a variety of architectures, including 
Vision Transformers (ViT) [11]. It reduces the model dimensionality by aggregating inputs. Initially a 
key feature of convolutional neural networks (CNNs) for image processing, pooling methods have been 
adapted for use in models handling sequences of tokens, such as transformers. These operations are 
crucial for reducing the size of the data, extracting significant features, and helping models to become 
less sensitive to certain changes in the data. [12]. 

Mean pooling is a specific type of pooling operation. It calculates the arithmetic average of a 
group of values. In the case of transformers like ViT, which are advanced models used in multimodal 
Natural Language Processing (NLP) involving text and images, mean pooling is used on a sequence 
of token embeddings (or patch embeddings for ViT). This process results in a single, comprehensive 
representation vector. 

The equation for mean pooling is represented as follows: 
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Figure 5: Max pooling example [25] 

1 N 
Vmean = N LXi 

i=l 

(14) 

In this equation, Vmean is the result of the mean pooling operation. The term Xi represents the 
embedding of the i-th token or patch, where an embedding is a form of representation that captures 
the essence of the token or patch in a numerical form. N stands for the total number of tokens or 
patches. Mean pooling is an efficient method that captures the average feature of the entire sequence, 
but it might lose some details about individual differences within the sequence. 

Max pooling, another concept borrowed from the CNN domain, selects the maximum value from 
a set of values. When applied to the sequence of embeddings in transformers, max pooling focuses on 
capturing the most salient features: 

N 
Vmax = maxx; 

i=l 
(15) 

Max pooling is particularly useful for capturing the most dominant feature in a set, but, like mean 
pooling, may miss out on other informative aspects of the data. An example of max pooling can be 
seen in Figure 5. 

Attention-based pooling is more sophisticated pooling technique. It weighs different parts of the 
input not uniformly ( as in mean pooling) or solely based on the maximum value ( as in max pooling), 
but based on a learned attention mechanism. In essence, attention-based pooling allows the model to 
learn which parts of the sequence are more important for a specific task: 

N 

Vattention = L Cl!iXi 
i=l 

(16) 

Here, ai are weights learned through an attention mechanism, which determine how much focus 
should be given to each token or patch Xi in the sequence. This form of pooling is dynamically adaptive, 
enabling the model to focus on different parts of the input for different instances or tasks [12]. An 
exmple can be found in Figure 6. 
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Figure 6: Attention pooling visualized [13] 

While discussed here in the context of ViT, these pooling techniques are modality-agnostic and 
can be applied to any sequence of tokens - whether in NLP (e.g., word or subword tokens), audio 
processing (e.g., spectral or temporal features), or other sequence-based applications. The choice of 
pooling method often depends on the specific requirements of the task and the nature of the input 
data: 

- Mean Pooling: Useful for when an overall average representation is needed, such as in document 
classification or average image style representation. - Max Pooling: Ideal for tasks requiring the 
capture of peak or dominant features, such as detecting the most significant sound in an audio clip 
or identifying critical features in an image. - Attention-Based Pooling: Best suited for contexts where 
the relevance of different parts of the input can vary significantly, such as in machine translation, 
contextual image captioning, or complex scene understanding in computer vision. 

1.3.4 Evaluating Multimodal Capabilities 

In addition to text-based benchmarks, the exploration of multimodal models demands datasets that 
combine various forms of data, such as text and images or videos. 

1. MS COCO (Common Objects in Context): Primarily used for image recognition, segmentation, 
and captioning tasks, MS COCO is renowned for its large-scale dataset containing diverse everyday 
scenes with common objects in context. It includes over 300,000 images and 2,500,000 image captions, 
making it a comprehensive resource for training and evaluating image-captioning algorithms [15]. 

2. VQA (Visual Question Answering): This dataset challenges models to answer open-ended 
questions about images. It contains images paired with question-answer pairs, where the questions 
range from simple identification ("What color is the cat?") to more complex queries requiring reasoning 
about the scene [16]. 
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What color are her eyes? 
What is the mustache made of? 

Figure 7: VQA example [16] 

In the realm of both text and multimodal tasks, various metrics have been developed to evaluate 
different aspects of model performance: 

l. BLEU (Bilingual Evaluation Understudy): Commonly used for assessing machine translation 
quality, BLEU measures how many words and phrases in the model's output matcha reference trans 
lation. BLEU scores range from O to 1 (or sometimes expressed as O to 100), where higher scores 
indicate better matches with the reference [18]. 

2. CIDEr (Consensus-based Image Description Evaluation): Specifically designed for image cap 
tioning, CIDEr evaluates how well the captions of a generated image align with human-written cap 
tions. It considers the consensus among a set of reference sentences and computes a score based on 
the commonality of n-grams between the generated and reference captions [19]. 

These metrics and datasets are integral to advancing the field of multimodal machine learning, of 
fering benchmarks to assess the progress and guide the development of more sophisticated, contextually 
aware models. 

One primary challenge in evaluating multimodal models is ensuring that the model genuinely 
understands and integrates all modalities involved, rather than over-relying on one. For instance, a 
model trained on a video dataset might perform well in classification tasks by mainly leveraging visual 
cues, even if its understanding of the accompanying audio is poor. This scenario makes it difficult to 
assess the model's true multimodal comprehension. 

Understanding the complex interactions between different modalities and designing tasks that ac 
curately capture this interplay is challenging. A mode! might learn superficial correlations between 
modalities rather than a deeper, semantic understanding. For example, in image-text tasks, a mode! 
could correlate certain objects in images with text descriptions without truly understanding the context 
or the nuances of either modality. 

Subjectivity in evaluation, especially for generative tasks like image captioning or storytelling from 
images/videos, adds another layer of complexity. Metrics like BLEU or CIDEr might not fully capture 
the richness or relevance of the generated descriptions relative to the visual content. Human judgment 
often remains a crucial but subjective and challenging-to-scale component in evaluating these models. 

To mitigate these challenges, there is a need for more comprehensive, rigorously designed tasks 
and benchmarks that can probe deeper into a model's ability to understand and integrate multiple 
modalities. This includes tasks that require reasoning, inferring, and making judgments based on 
combined modalities, rather than just identifying or matching content across them. 

Developing balanced datasets that equally represent and challenge the model on all involved modal 
ities is crucial. This approach ensures that a model's proficiency in one modality doesn't overshadow 
its weaknesses in another. 
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1.3.5 T5X and Flaxformer 

T5X [20] is an advanced training and research framework specifically designed for the T5 model (Text 
to-Text Transfer Transformer) and other transformer-based models. Its purpose is similar to that of 
Tensorflow, hut with a focus on transformer models. Developed as a collaborative project between 
Google Research and DeepMind, it builds on the architectural principles of T5, which itself was a 
milestone in the field of natural language processing (NLP). T5X's development was driven by the 
need for a more modular, flexible, and scalable approach to training large transformer models. 

T5X 

Datasets & Eval Checkpointin 

SeqlO 

Figure 8: Overview of T5X [20] 

At its core, T5X leverages the power of JAX, a numerical computing library. JAX's functional 
programming model offers both efficiency and ease of use, which are crucial for handling the com 
putational demands of large--scale transformer models [20]. The T5X framework capitalizes on these 
advantages by providing a structured yet flexible pipeline for model training, evaluation, and inference. 

One of the key design principles of T5X is its modular architecture. This modularity facilitates the 
customization and extension of various components such as input pipelines, model architectures, and 
optimization strategies. Researchers and practitioners can easily experiment with different configura 
tions and tailor the framework to their specific needs, making T5X a versatile tool in both academic 
and industrial settings. An overview of T5X can be seen in Figure 8. 

FlaxFormer, a high-level library used by T5X to define models in python code. It offers an additional 
layer of abstraction for working with transformer models. Designed to simplify the implementation 
and experimentation with various transformer architectures [20]. 

The primary goal of FlaxFormer is to reduce the complexity inherent in designing and training 
transformer models. It achieves this by providing a suite of pre-defined components such as attention 
mechanisms, feed-forward networks, and encoder-decoder structures that are common in transformer 
models. These components are highly customizable, allowing users to modify and combine them in 
novel ways to create unique model architectures. 

FlaxFormer also emphasizes interoperability with other tools and libraries in the JAX ecosys 
tem. This interoperability ensures that researchers can integrate advanced optimization techniques, 
hardware accelerators (like TPUs and GPUs), and other JAX-based utilities seamlessly with their 
transformer models. 

With its modular design, the model implementations in T5X can be flexible. Layers and modules 
can be written directly with Flax or using a higher-level library such as FlaxFormer. The relation 
ship between T5X and FlaxFormer is symbiotic: while T5X provides the overarching framework and 
infrastructure for training transformer models, FlaxFormer offers the building blocks and abstractions 
for model design and implementation. 

This integration allows for a streamlined workflow where researchers can design complex trans 
former architectures with FlaxFormer and then deploy them efficiently for training and evaluation 
using T5X's robust infrastructure. This combination harnesses the strengths of both frameworks, 
making it simpler to develop, fine--tune, and scale transformer models fora wide range of NLP tasks. 

Both T5X and FlaxFormer are open-source projects, which underscores their role in the broader 
AI and ML community. Being open-source encourages a collaborative approach to development and 
innovation. It allows researchers and developers from around the world to contribute to their code 
bases, propose enhancements, and share their adaptations of these frameworks for different tasks and 
challenges in NLP and beyond. The open-source nature also ensures transparency, fostering trust and 
wider adoption in both academic research and industry applications. 
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2 Method 
In this study, I developed a multimodal learning model based on the T5 architecture. My objective was 
to create a framework capable of integrating and understanding multiple data modalities, including 
text, images, and audio. While the model was implemented to allow a variable number of modali 
ties, the experiments were run with only text and image. Building a flexible model allow for future 
experiments with more modalities, but time was limited in this work. 

2.1 Selection of Evaluation Dataset 
To ensure an effective evaluation of my model's multimodal capabilities, I established specific criteria 
for selecting the dataset. These criteria were: 

1. Challenge for Multimodal Understanding: The dataset must presenta significant challenge that 
necessitates a deep understanding of various modalities. 

2. Prevalence in Prior Research: Preference was given to datasets commonly used in previous 
studies to enable effective benchmarking of my results. 

3. Compatibility with YouTube Video Links: Considering my available tools for processing YouTube 
video links internally at Google, datasets with a focus on such links were prioritized. 

4. Open-Source Licensing: In line with my open-source commitment, I looked for datasets licensed 
under MIT or similar open-source licenses. 

My approach to identifying a suitable dataset involved a systematic review of existing literature and 
multimodal datasets. I rigorously assessed each potential dataset against the above criteria, paying 
special attention to the diversity and complexity of the modalities it encompassed. 

2.2 Architectural Design of the Model 
I chose the Text-To-Text Transfer Transformer (T5) model as my base. This because the model has 
already been pretrained to get basic language knowledge, and its weights are available as open source 
[10] to allow for reproducibility. I modified this architecture to accommodate additional modalities, 
integrating them at specific layers in the encoder by concatenating to the activations between each 
layer. An overview can be seen in Figure 9 

(Encoder x] (Encoder v] (Encoder z] 
Modality X Modality Y Modality Z 

Figure 9: Overview of the Where to Fuse encoder. 

The architecture allows for the concatenation of different modalities at predetermined layers. This 
is defined in a configuration file, enabling easy adjustments. For instance, 
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fus i on.apec = { 0: ["text_title", "image"], 7: ["audio"], 8: ["texLdescription"]} 

specifies the modalities to be fused at each layer. 
To handle varying modalities efficiently, I implemented different pooling techniques - mean, max, 

and attention-based, This allows for dimension reduction of each modality, adjusting the token se- 
quence length as needed. For instance, with pooLtype="attention" and poo l ed.mode'l i.t i.ea=] "image": 
16, "audio": 4 }, the model can dynamically adjust the sequence lengths for image and audio modal 
ities. The integration of pooling in the Where to Fuse encoder can be visually be seen in 10. 

[[]] 

T5 Layer 
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TS Laye~ 

T5 Layer] 
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Modality 

Figure 10: Where to Fuse encoder with pooling. 

The mast common modalities in multimodal learning are image and text. To ease the use when 
using these modalities I implemented support for inputing images as raw pixel values, and text as a 
string (rather than vectors). The text tokenizer used for this is the same as the one used in T5 [10]. 
To support images as raw pixels, a Vision Transformer (ViT) model was implemented. This module 
encodes pixel values of 224x224 images inta 14x14=196, 768-dimensional tokens. The encoded images 
are then processed like other modality tokens. To enhance efficiency, I developed a caching mechanism 
for the ViT calculations. This is done by running inference with ViT separately and storing them in a 
database. Running the full pipeline could then optionally be done by reading image embeddings from 
the database rather than calculating them on the fly. 

2.3 Experimental Setup and Execution 
The initial plan was to use the benchmarks found in the "Evaluation dataset" subsection of the "Result" 
section of this paper, but I opted not to due to time constraints. Instead, I focused on datasets that 
were quicker to implement. I chose the VQA datasets for my experiments and reported accuracy [16]. 

The experiments were conducted using T5X and monitored using Tensorboard. This setup allowed 
for efficient training and real-time performance monitoring. The question was fused in layer O of 
the Where to Fuse encoder (Figure 9) and the layer to fuse the image embeddings was varied across 
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experiments (Figure 11). I also varied the size of the decoder by changing the number of transformer 
blocks. 

A given configuration was then finetuned on a random slice (80%) of the VQA dataset. The 
remaining 20% was used for evaluation. 

111111 

( T5 Layer l ..,__ __, 
I TS LayerJ 

i.."--------------1 
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f TS Layer 1 

okenizer+ 
Embedder 
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Figure 11: Where to Fuse encoder in the setting of the experiments. 

3 Results 
3.1 Evaluation dataset 
This section provides a evaluation of a collection of video datasets, each scrutinized for its potential 
to test and enhance the multimodal capabilities of my language model. I systematically analyzed 
datasets based on several criteria: the complexity and necessity of multimodal understanding (good 
performance should not be attainable without understanding of all modalities), the extent of usage in 
prior research, the availability of YouTube video links, and the compliance with open-source licenses. 

The datasets were first categorized based on their source, with a preference for those extensively 
comprising YouTube links due to my existing tools designed for processing such content. Licensing 
was the next crucial filter, with datasets under permissive licenses like MIT being highly favored to 
maintain the open-source nature of my project. The multimodality importance of each dataset was 
also a determining factor; datasets that inherently required the integration of multiple input types 
(e.g., audio, visual, textual) were given precedence. 

Following a preliminary overview, I identified a subset of datasets that not only met my initial cri 
teria but were also backed by published papers featuring ablation studies where models are evaluated 
without the access to one of the modalities. These studies are crucial as they illustrate the degrada 
tion in performance when one or more modalities are excluded, thereby validating the necessity of a 
multimodal approach. The following subsections showcases ablation studies of the datasets identified 
as the best suited according to my criteria. 
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3.1.1 VGGSound 

The VGGSound [26] dataset, with its rich collection of audio-visual content, provided a formidable 
testbed for my multimodal model. The ablation study results (Figure 12) clearly demonstrated a 
marked improvement when both audio and visual cues were utilized in tandem. The models that only 
used one modality lagged by a significant margin in comparison to the multimodal ones, underscoring 
the synergistic potential of multimodal learning. 

Result with only 1 modality 

VGGSound (Top-1 Accuracy, %) Audio Video Fusion 

Chen el al. (211 48.8 Much 
AudioSlowFast [291 50.J . / better 
MBT (241 52.3* 51.2* 64. I together! 
Our Cross-Modal Attention Mode! 62.9±0.2 
Our Modal-Independent Mode! 56.5±0.1 * 49.7±0.2* 65.7±0.2 
Our UAVM Mode! 56.5±0.1t 49.9±0.2t 65.8±0.l 

Figure 12: Ablation study results from the VGGSound dataset, evidencing the comparative perfor 
mance of unimodal versus multimodal models. Sources for these experiments can be found in [24]. 

3.1.2 AudioSet 

Similarly, the AudioSet [27] dataset (Figure 13) offered insights into the superiority of multimodal 
learning. Ablation results pointed to a consistent pattern where the fusion of audio and visual data 
outperformed the unimodal approaches. 

Result with only 1 modality 
/ I 

Full AudioSet (mAP) Audi? 
2 

Vicfeo Fusion 

32.4* 18.8* 41.8 / together 33.4• 25.7* 46.2 
38.4 * 25.8* 44.2 
44.3* 32.3* 52.1 

50.4±0.l 
45.5±0.0* 26.8±0.1* 48.1±0.1 
45.6±0.ot 27.4±0.1t 48.0±0.0 

Better 
GBlend [301 
Attn Audio-Visual 1311 
Perceiver [ 141 
MBT [241 (w/ 500k training samples) 

Our Cross-Modal Attention Mode! 
Our Modal-Indepeudent Mode! 
Our UAVM Mode! 

Figure 13: Results from the Full AudioSet dataset ablation study, highlighting the disparities in model 
performance between unimodal and multimodal configurations multimodal models. Sources for these 
experiments can be found in [24]. 

3.1.3 VALOR 

The VALOR [23] dataset emerged as another top pick, with its comprehensive benchmarking of mul 
timodal learning strategies. As illustrated in Figure 14, the multimodal approach significantly out 
stripped the unimodal one. The performance metrics clearly favored models that could seamlessly 
integrate and interpret both visual and auditory inputs. 
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Method #Example Mod VALOR-32K 

Group-A: pretrain tuith <10M examples 
lipBert [71] 5.6M V 

Frozen [13] 6.1M V 
BridgcFormcr (72] 5.SM V 
MILES [73) 5.SM V 
0 -Trans [74] 5.SM V 
agrani ct al. (75] l.03M V+A 

LF-VILA (76] 8.SM V 
VALOR; (Ours) 5.5M V 
VALOR8(0urs) 6.SM V+A 

32.9 /60.-1/71.2 

43.3/70.3/80.0 
67.9 /89.7 /94.4 

Figure 14: Performance metrics on the VALOR dataset, showcasing the enhanced efficacy of multi 
modal models over their unimodal counterparts. The reported numbers are from a retrieval task when 
1, 5 or 10 picks are used to calculate recall. Blank entries are experiments not carried out by the 
paper. multimodal models. Sources for these experiments can be found in [23]. 

In conclusion, the datasets chosen for this study have demonstrated through rigorous ablation 
studies the indispensability of multimodal inputs for optimal performance. My systematic approach 
to dataset selection and analysis has laid a strong foundation for further advancements in multimodal 
language model development. 

3.2 Where to fuse 
Here I analyse the optimal fusion layer in my transformer-based model, applied to Visual Question 
Answering (VQA) tasks. My goal is to find the optimal layer for integrating image features to maximize 
model performance on a separate VQA evaluation set. To this end, I conduct a series of experiments 
where the text tokens are consistently fused at the initial layer, while image fusion is tested at various 
decoder layers. Because of the time limitation during this work, the experiments were only run once. 
All data and pretrained weights are open source, the results can be reproduced by implementing the 
model explained in the method section. 

The extended set of experiments, each replicated five times with decoder layers ranging from 1, 2, 
4, 8, to 12, is designed to investigate if the results carry over to varying decoder sizes. This approach 
allows for a more detailed examination of the trend in data, facilitating the identification of any 
patterns associated with the fusion layer's depth and the model's accuracy on the VQA tasks. 
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Figure 15: Evaluation accuracy (% of questions correclty answered by the model) of fine-tuning on VQA 
data across different fusion points. Experiments were conducted with varying numbers of transformer 
decoder layers (1, 2, 4, 8, 12). 

Determining the most effective fusion point from my data requires a nuanced approach. To bet 
ter discern trends, I present a comparative analysis in Figure 16, where I refine my evaluation by 
aggregating the outcomes of each experimental run into a single metric. I calculate this metric by 
considering either the highest accuracy achieved at any point <luring training (maximum accuracy) or 
the accuracy at the final step of training (last step accuracy). Standard practice typically emphasizes 
the latter; however, without hyperparameter optimization tailored to the specific length of training, 
the maximum accuracy metric may more accurately reflect the model's potential. In addition, I also 
run experiments for a greater number of different fusion points (0, 1, 3, 5, 7, 9, 11, 12), ensuring a 
more robust and insightful analysis of the fusion strategy's impact on VQA performance. 
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Figure 16: Comparative performance analysis using aggregated scores from multiple runs, utilizing 
either maximum (a) accuracy achieved <luring training or accuracy at the final training step (b). 
Accuracy is the % of questions correclty answered by the model 
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3.2.1 Late fusion generally benefit from increased decoder size 

My analysis of Figure 16 reveals several key insights inta the relationship between the timing of fusion 
and the number of decoder layers. Firstly, I observe a trend where models with a greater number of 
decoder layers tend to exhibit improved performance when the fusion occurs later in the network. This 
pattern is particularly pronounced in Figure 16 (b). 

3.2.2 Late fusion with moderate decoder size is the best 

Secondly, the experimental setup that yielded the highest performance featured late fusion paired with 
a model comprising 4 decoder layers. This is again in contrast toa prior hypothesis. Normally, machine 
learning models benefits from bigger models with more trainable parameters. Here a balanced number 
of decoder layers is optimal, not the maximum amount. This is not only seen by the fact that the 
maximum point is not with 12 decoder layers, but also that there is not ovbious trend in Figure 16 
where more decoder layers results in better performance. 

3.2.3 Early fusion get worse with increased decoder size 

Furthermore, early fusion appears to be less effective as the number of decoder layers increases. One 
possible explanation of this decline in performance could be that the fusion of modalities upsets the 
models prior text understanding which it gained <luring pretraining. In this context, having more 
layers with only the text modality might be beneficial. 

3.2.4 Early fusion better for small decoder sizes 

In configurations with fewer decoder layers, early fusion tends to yield better results, although it looks 
like the correlation is not particularly strong. A speculation is that there is not enough trainable 
parameters in the decoder to gain image understanding capabilities <luring pretraining if the decoder 
is small. Because of this, the image needs to be fused earlier in the encoder to benefit from its learnable 
parameters. 

3.2.5 Early fusion is slower 

Finally, Figure 17 provides an interesting computational perspective, showing that later fusion results 
in reduced computation time. Given the quadratic time complexity of transformers in relation to input 
length, this finding aligns with expectations. Late fusion effectively shortens the input sequence for 
the majority of the transformer's layers, thus reducing the overall computational burden. 
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Figure 17: Training steps per second for various fusion strategies in a VQA task, indicating higher 
computational efficiency (more steps per second) with later fusion points (0, 6, 11, 12), consistent with 
the transformer model's reduced time complexity at shorter sequence lengths as more layers have more 
inputs for earlier fusion. The X axis represents finetuning steps. 

3.3 Pooling 
Building upon my previous exploration of the optimal layer for token fusion in a transformer-based 
model for Visual Question Answering tasks, I now extend my investigation to include the effects of 
token pooling on the fusion process. Pooling strategies are commonly employed in machine learning to 
reduce dimensionality and to abstract features, potentially leading to more efficient processing. Pool 
ing is a very common strategy in practice. To make this work maximally useful for other researchers, 
I investigate if my findings still apply when pooling is used. The original model configuration utilizes 
196 image tokens (ViT generates one token per patch), reflecting a fine-grained representation of the 
visual input. In this section, I experiment with two pooling techniques-mean pooling and atten 
tion pooling-to condense these image tokens into more compact representations of 14 and 1 token, 
respectively. 
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Figure 18: A graph depicting the steps per second for different pooling lengths when pooled with mean 
pooling in a early fusion model. The X axis represents finetuning steps. Note that the text tokens are 
not pooled. 

3.3.1 Pooling reduces computation 

The analysis presented in Figure 18 illustrates that the application of pooling techniques to the image 
tokens significantly reduces computational demands. As I transition from no pooling (196 tokens) 
through intermediate (14 tokens) to extensive pooling (1 token), there isa clear and consistent decrease 
in the computational resources required, as evidenced by the increased number of steps processed per 
second. This inverse relationship underscores the efficiency gains achieved through pooling, supporting 
the conclusion that by abstracting and compressing the image token representation, the model becomes 
more computationally efficient. 
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Figure 19: Comparative evaluation of mean and attention pooling methods across different fusion 
points with a decoder of 12 layers and pooling length of 14 tokens. % of questions correclty answered 
by the model is reported. (c) show unexpected behaviour around 20000 steps, this behaviour was 
repeated in 4 of 4 reruns. The X axis represents finetuning steps. 

3.3.2 No one size fit all solution 

Within the context of a 12-layer decoder configuration anda pooling length of 14 tokens, the compar 
ative analysis of mean and attention pooling techniques reveals insights into their respective efficacies 
at different fusion points. As depicted in Figure 19, attention pooling demonstrates superior perfor 
mance for early and mid fusion, while mean pooling is achieves higher accuracy for late fusion. This 
is especially apparent for early fusion in Figure 19 (a). 
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Figure 20: Performance comparison (% of questions correclty answered by the model) of different 
pooling lengths (196, 14, and 1 token) at various fusion points (0, 6, 11, 12) using attention pooling.The 
X axis represents finetuning steps. 

3.3.3 Moderate pooling is optimal for attention pooling 

Figure 20 presents a view of how varying pooling lengths affect model accuracy across different fusion 
points when employing attention pooling. Contrary to what one might expect, the models without 
pooling (196 tokens) do not yield the highest accuracy. Instead, it is the model with an intermediate 
pooling length of 14 tokens that consistently outperforms the others. One possible explanation for 
this is that the trainable parameters in the attention pooling mechanism contributes to the increased 
performance, this speculation is based on the trend in NLP where bigger models generally perform 
better [28]. 
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Figure 21: Evaluation of model accuracy (% of questions correclty answered by the model) using mean 
pooling across different pooling lengths (196, 14, and 1 token) and fusion points (0, 6, 11, 12). The X 
axis represents finetuning steps. 

3.3.4 No pooling is best for mean pooling 

The data visualized in Figure 21 reinforces the hypothesis that the added parameters of attention 
mechanisms can be beneficial. Unlike attention pooling, mean pooling does not introduce additional 
parameters to the model. Here, I observe that models with no pooling (196 tokens) exhibit relatively 
stronger performance when compared to the results seen with attention pooling in Figure 20. It 
could be speculated that the advantage of attention pooling may partially stem from the additional 
parameters that allow the model to learn more nuanced representations of the visual input. 
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Figure 22: Comparative performance (% of questions correclty answered by the model) analysis using 
aggregated scores from multiple runs with attention pooling to 14 image tokens, utilizing either max 
imum (a) accuracy achieved <luring training or accuracy at the final training step (b). 

3.3.5 Main findings from non-pooled set carry over 

My non-pooled experiments' key outcomes are illustrated in Figure 16, while Figure 22 presents similar 
data for experiments employing attention pooling with 14 image tokens. This comparison reveals that 
the core findings from the non-pooled experiments are applicable even when pooling is implemented. 
In both scenarios, models with larger decoders benefit more from later fusion. There's no apparent 
advantage to having larger decoders, and the performance diminishes when early fusion is applied to an 
increasing number of decoder layers. However, the optimal setup slightly varies in the pooled context, 
favoring 2 decoder layers with fusion at layer 11, as opposed to 4 decoder layers with fusion at layer 
12 in the non-pooled case. 

4 Concl usion 
This study presents a examination of multimodal fusion techniques within transformer models, which 
could help the enhancement of large language models in processing and understanding text and image. 
Through rigorous evaluation, I have delineated the effectiveness of various fusion strategies-early, 
late, and mid-fusion-within the context of Visual Question Answering (VQA) tasks. 

I observed that standard early fusion techniques often underperform, particularly with larger de 
coder configurations. Conversely, late fusion, especially when paired with models featuring fewer 
decoder layers, emerged as the most effective approach in my VQA experiments. This configura 
tion consistently outperformed others, striking an optimal balance between model complexity and the 
effective utilization of fused multimodal features. 

In addition, my exploration into token pooling techniques discovered that while both pooling meth 
ods enhance computational efficiency, their impact on model performance varies depending on the 
fusion point within the network. Attention pooling excels in early fusion scenarios. Mean pooling, 
however, appears more advantageous at later fusion stages, suggesting that the choice of pooling strat 
egy should be informed by the intended fusion layer. Furthermore, I show that my findings from 
non-pooled experiments transfer over to the pooled setting. 

My systematic approach to dataset selection and analysis, particularly the focus on comprehen 
sive benchmark datasets for video understanding has contributed valuable insights into the field of 
multimodal learning. I identify V ggSound, Audioset and Valor as the most useful dataset to evaluate 
multimodal understanding in the video context. 
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